**Angular Tutorial**

1. **EVOLUTION OF ANGULAR FRAMEWORK**

Angular is a popular open-source and web application framework for building dynamic and single-page applications (SPAs). It is developed and maintained by Google. Angular provides a comprehensive ecosystem for developing client-side applications, including tools for routing, forms, state management, and more.

1. **AngularJS (2009)**: Angular's story begins with the release of AngularJS in 2009. It was developed by Google and initially led by Misko Hevery and Adam Abrons. AngularJS introduced the concept of two-way data binding, directives, and a modular approach to building web applications.
2. **Angular 2 (2016)**: In 2016, Angular underwent a major rewrite, resulting in Angular 2. This version was a complete departure from AngularJS. It introduced a component-based architecture and used TypeScript as its primary programming language. It aimed to improve performance and maintainability.
3. **Angular (2016 - Present)**: After the release of Angular 2, subsequent versions adopted the name "Angular" without a Angular 4, Angular 5, and so on.
4. **Angular CLI (2016)**: The Angular CLI (Command Line Interface) was introduced to streamline the process of creating, building, and deploying Angular applications. It made it easier for developers to generate components, modules, services, and more.
5. **Angular Ivy (2019)**: Angular Ivy is a significant update to the Angular framework also simplifies the development of dynamic components and enhances tree-shockability.  
   **Tree-shockability:** is a process wherein the unused code, like unused functions are removed during the build phase.  
   Ivy engine is default enable from the version Angular 9.
6. **Angular Versioning (2020)**: Starting from version 9 in 2020, Angular adopted a predictable release schedule. Major updates are scheduled every six months, making it easier for developers to stay up to date with the latest features and improvements.
7. **Angular Ecosystem**: Angular has a robust ecosystem that includes libraries, tools, and best practices. Angular Material provides pre-designed UI components, while libraries like NgRx offer state management solutions. Developers can take advantage of features like server-side rendering, progressive web app capabilities, and more.
8. **Community and Adoption**: Angular has a large and active community of developers and organizations. It is widely used in industry applications, and many companies have adopted Angular for their web development needs.
9. **Future Development**: Angular continues to evolve with a focus on improving performance, developer experience, and integration with modern web technologies.
10. **SETTING UP YOUR DEVELOPMENT ENVIRONMENT**

Setting Up Your Development Environment Node.js and npm Installation Angular CLI Installation Creating Your First Angular App.

1. **Node.js and npm Installation**

Node.js is a JavaScript runtime that allows you to run JavaScript on the server. npm (Node Package Manager) is a package manager for JavaScript.

* **Visit the official Node.js website at** [**https://nodejs.org/**](https://nodejs.org/)
* Download the LTS (Long Term Support) version for your OS (Windows, macOS, Linux).
* Follow the installation instructions for your specific OS.

To verify that Node.js and npm are installed correctly, open a terminal or command prompt and run the following commands:

node -v

npm -v

You should see the versions of Node.js and npm displayed in the terminal.

**Node.js:** Node.js is an open-source, cross-platform JavaScript runtime environment that allows developers to execute server-side JavaScript code. It is built on the V8 JavaScript runtime engine, the same engine that powers the Google Chrome browser.

**NPM:** npm stands for "Node Package Manager." It is the default package manager for Node.js, allowing developers to discover, install, and manage packages of code written in JavaScript. npm is a command-line tool that comes bundled with Node.js, and it also provides an online repository for public and private packages, making it easy for developers to share and reuse code.

1. **Angular CLI Installation**

The Angular CLI (Command Line Interface) is a powerful tool for creating, building, and managing Angular applications.

* Open a terminal or command prompt.
* To install the Angular CLI globally on your system, run the following command:

npm install -g @angular/cli

The -g flag indicates a global installation.

* Once the installation is complete, you can verify the Angular CLI version by running:

ng –version

You should see information about the installed Angular CLI version.

1. **Creating Your First Angular App**

* To create a new Angular app, navigate to the directory where you want to create your project using the terminal or command prompt.
* Run the following command to generate a new Angular app:

ng new my-angular-app

Replace my-angular-app with the name you want for your project. The Angular CLI will prompt you to answer several questions, such as whether you want to include Angular routing or which stylesheets you prefer (CSS, SCSS, etc.). You can choose the default options by pressing Enter.

* Once the project is generated, navigate to the project directory:

cd my-angular-app

* To start a development server and see your app in action, run the following command:

ng serve

This will build and serve your Angular app. By default, it will be available at[**http://localhost:4200/**](http://localhost:4200/)**.**

1. **COMPONENTS**

A component is a fundamental building block of an application's user interface. It represents a part of the UI with its own logic and data. Components are reusable and can be composed together to create complex applications.

1. **Creating a** **Component:**

To create a component in Angular, you can use the Angular CLI's **ng generate component** command, which will generate the necessary files and boilerplate code. For example, to create a component called "user-profile," you would run:

ng generate component user-profile

This command creates a folder with the component's name and generates several files, including a TypeScript file for the component's logic, an HTML file for the template, and a CSS file for styling.

1. **Anatomy of a Component:**

Here's a breakdown of the key parts of an Angular component:

**a) Component Class (user-profile.component.ts):** This TypeScript file defines the component class, its properties, and methods. It's where the component's logic resides.

import { Component } from '@angular/core';

@Component({

selector: 'app-user-profile',

templateUrl: './user-profile.component.html',

styleUrls: ['./user-profile.component.css']

})

export class UserProfileComponent {

name = 'John Doe';

}

**b) Component Template (user-profile.component.html):** This file defines the HTML structure of the component's view.

<div>

<h2>User Profile</h2>

<p>Name: {{ name }}</p>

</div>

**c) Component Styles (user-profile.component.css)**: This file contains the component's CSS styles, providing encapsulation to prevent styles from affecting other components.

div {

border: 1px solid #ccc;

padding: 10px;

background-color: #f7f7f7;

}

**d) Component Metadata**: The **@Component** decorator provides metadata about the component. It specifies the component's selector (HTML tag), template file, and style file.

1. **Using a Component:**

To use a component in an Angular application, you can simply include its selector tag in another component's template. For example:

<app-user-profile></app-user-profile>

This renders the UserProfileComponent within the template of another component.

1. **Data Binding in Components:**

Components in Angular support various forms of data binding:

* **Interpolation**: You can display component properties within the template using double curly braces **{{ property }}**.
* **Property Binding**: Bind an HTML element's property to a component property. For example, binding the **src** attribute of an image:

<img [src]="imageUrl">

* **Event Binding:** Listen to events and trigger actions in response. For example, binding a button click event:

<button (click)="doSomething()">Click me</button>

1. **MODULES**

Angular Modules are a way to organize and structure your Angular application. They group related components, directives, services, and other code into cohesive blocks of functionality. Modules help to keep your application maintainable and allow for easy collaboration among developers.

**Creating an Angular Module**

You can create an Angular Module using the Angular CLI or manually.

**Using Angular CLI:**

To create a new module using the Angular CLI, run:

ng generate module module-name

This command generates a new module file (module-name.module.ts) and registers it in the main app.module.ts file.

**Manual Creation:**

You can create a module manually by following these steps:

1. Create a new TypeScript file, e.g., module-name.module.ts, which should export a class with the @NgModule decorator. Here's an example:

import { NgModule } from '@angular/core';

@NgModule({

declarations: [/\* List of components, directives, and pipes \*/],

imports: [/\* List of imported modules \*/],

providers: [/\* List of services \*/],

exports: [/\* Exported components, directives, and pipes \*/],

})

export class ModuleNameModule { }

1. You'll need to import the module where it is used, usually in the main app.module.ts file.

**Module Properties**

* **declarations:** This property contains a list of components, directives, and pipes that are part of this module. Components declared here are private to the module by default.
* **imports:** In this property, you specify the other modules that this module depends on. For example, CommonModule is a common import for many modules.
* **providers:** You can define services that are scoped to the module. These services will be available for injection to components within the module.
* **exports:** Use this property to specify which components, directives, and pipes should be made public for other modules to use.

1. **Using Modules**

To use modules in Angular, you typically import them into your main app.module.ts or other feature modules. For example:

import { ModuleNameModule } from './module-name/module-name.module';

@NgModule({

declarations: [/\* your app's components \*/],

imports: [ModuleNameModule, /\* other modules \*/],

bootstrap: [/\* your root component \*/],

})

export class AppModule { }

1. **DATA BINDING**

Data binding is a core concept in Angular, allowing you to establish a connection between the data in your component (the model) and the view (the template). There are four types of data binding are.

1. **Interpolation:**

Interpolation is a one-way data binding technique used to display dynamic data in the template (view). It involves using double curly braces {{ }} to embed expressions in the template, which are replaced by the actual data when rendered.

<!-- In your component -->

<p>{{ greeting }}</p>

<!-- In your component class -->

export class MyComponent {

greeting: string = 'Hello, Angular!';

}

In this example, the value of the greeting property in the component class is displayed in the template.

1. **Property Binding:**

Property binding allows you to set element properties (attributes) with component data. You use square brackets [] to bind a component property to an element property. This is often used to change HTML element attributes based on component data.

<!-- In your component -->

<img [src]="imageUrl">

<!-- In your component class -->

export class MyComponent {

imageUrl: string = 'assets/my-image.jpg';

}

In this example, the src attribute of an image element is bound to the imageUrl property in the component class.

1. **Event Binding**

Event binding is used to listen to client side events (e.g., clicks, keypresses) in the template and trigger actions in response. You use parentheses () to bind a component method to an event.

<!-- In your component -->

<button (click)="onButtonClick()">Click me</button>

<!-- In your component class -->

export class MyComponent {

onButtonClick() {

alert('Button clicked!');

}

}

1. **Two-Way Binding**

Two-way binding combines property binding and event binding, allowing you to both display and update data. It's used with forms and form elements like input fields.

To achieve two-way binding, you use the [(ngModel)] directive, which is part of the FormsModule for reactive forms.

<!-- In your component -->

<input [(ngModel)]="name">

<!-- In your component class (with FormsModule imported) -->

import { FormsModule } from '@angular/forms';

@NgModule({

imports: [FormsModule],

})

export class MyComponent {

name: string = 'John Doe';

}

1. **DIRECTIVES**

**Definition:** Directives are instructions for DOM elements that extend its functionality like manipulating DOM dynamically or adding behaviors to DOM elements. Angular comes with built-in directives and allows you to create custom directives.

Directives are markers in the DOM that tell Angular to do something with an element or its children. They are attributes that begin with the ng- prefix, such as **ngIf, ngFor, and ngStyle**. Directives can be categorized into three types:

1. **Component Directives:** These are the most common directives and are associated with Angular components. Components encapsulate the logic and view of a part of the user interface. They are reusable and can be composed together to build complex applications.
2. **Structural Directives:** These change the structure of the DOM by adding or removing elements. Examples include \*ngIf, \*ngFor, and \*ngSwitch.
3. **Attribute Directives:** These change the appearance or behavior of an element. Examples include ngStyle, ngClass, and ngModel.
4. **Built-in Angular Directives:**

Angular provides a set of built-in directives to handle common tasks. Here are some of the most commonly used ones:

1. **ngIf:** Conditionally renders an element based on a truthy or falsy condition.

<div \*ngIf="isUserLoggedIn">Welcome, {{ username }}</div>

1. **ngFor:** Iterates over an array or iterable and generates HTML for each item.

<ul>

<li \*ngFor="let item of items">{{ item }}</li>

</ul>

1. **ngSwitch:** Conditionally renders elements based on multiple values.

<div [ngSwitch]="status">

<p \*ngSwitchCase="'active'">User is active.</p>

<p \*ngSwitchCase="'inactive'">User is inactive.</p>

<p \*ngSwitchDefault>User status is unknown.</p>

</div>

1. **ngStyle:** Dynamically sets the style of an element based on an object or expression.

<div [ngStyle]="{ 'color': isImportant ? 'red' : 'blue' }">Styled Text</div>

1. **ngClass**: Adds or removes CSS classes from an element based on a condition.

<div [ngClass]="{'active': isActive, 'highlighted': isHighlighted}">Styled Text</div>

1. **ngModel**: Provides two-way data binding for form elements, often used in conjunction with reactive forms.

<input [(ngModel)]="name" />

1. **Creating Custom Directives:**

You can create your own custom directives in Angular. These directives allow you to encapsulate complex behavior and make your code more modular and reusable.

Here's a basic structure for creating a custom directive:

import { Directive, ElementRef, HostListener } from '@angular/core';

@Directive({

selector: '[appHighlight]'

})

export class HighlightDirective {

constructor(private el: ElementRef) {}

@HostListener('mouseenter') onMouseEnter() {

this.highlight('yellow');

}

@HostListener('mouseleave') onMouseLeave() {

this.highlight(null);

}

private highlight(color: string | null) {

this.el.nativeElement.style.backgroundColor = color;

}

}

This example creates a custom directive called appHighlight that changes the background color of an element when hovered over.

1. **Using Custom Directives**

To use a custom directive in your template, declare it in the appropriate module. For example:

@NgModule({

declarations: [HighlightDirective, /\* other components and directives \*/],

})

export class MyModule { }

Then, you can apply the directive to an HTML element:

<p appHighlight>Hover over me to see the custom directive in action!</p>

**Directives Summary**

* Directives in Angular are markers that instruct the framework to manipulate the DOM or add behavior to elements.
* Angular provides built-in directives for common tasks like conditional rendering, iteration, and styling.
* You can create custom directives to encapsulate complex behavior and make your code more modular and reusable.
* Directives are a key aspect of Angular that enable you to build dynamic and interactive web applications. They make your code more expressive, readable, and maintainable.

**Property & Event Binding Overview:**

**1. Binding to Custom Property:  
Property Binding using @Input Decorator:**   
@Input decorator is used to allow a component to receive data from its parent component. It enables the parent component to bind a value to a property of the child component.

**Assigning an Alias to Custom Properties:** @Input('aliasedInput') aliasedProperty: string;

**2. Building Custom Events:**

**Event Binding using @Output decorator** is used to create custom events in a child component that can be listened to by its parent component. This allows the child component to emit events and the parent component to respond to those events.

A custom event in Angular is a user-defined event that allows communication between components. It is implemented using the   
**EventEmitter** class to emit events from a child component and listen for these events in a parent component. The object of EventEmitter from child component can carry data as well when it’s fired. For that we declare EventEmitter with object declaration and emit it with data in the functions.

**Example:**  
Child component:

      <button

        class="btn btn-primary"

        (click)="onAddServer()">Add Server</button>

      <button

        class="btn btn-primary"

        (click)="onAddBlueprint()">Add Server Blueprint</button>

 @Output() serverCreated = new EventEmitter<{serverName: string, serverContent: string}>();

  @Output() blueprintCreated = new EventEmitter<{serverName: string, serverContent: string}>();

onAddServer() {

      this.serverCreated.emit(

        {serverName: this.newServerName, serverContent: this.newServerContent}

      );

  }

  onAddBlueprint() {

    this.blueprintCreated.emit(

      {serverName: this.newServerName, serverContent: this.newServerContent}

    );

  }

Parent component:

<app-cockpit (serverCreated) = "onServerAdded($event)"

               (blueprintCreated) = "onBlueprintAdded($event)">

 onServerAdded(serverData: {serverName: string, serverContent: string}) {

    this.serverElements.push({

      type: 'server',

      name: serverData.serverName,

      content: serverData.serverContent

    });

  }

  onBlueprintAdded(serverData: {serverName: string, serverContent: string}) {

    this.serverElements.push({

      type: 'blueprint',

      name: serverData.serverName,

      content: serverData.serverContent

    });

  }

**View Encapsulation**:  
It’s a concept that defines how the styles defined in a component affect the elements in the component's view and how they interact with styles from other components. Angular provides three types of view encapsulation: **Emulated, Native, and None**.

**1. Emulated View Encapsulation (Default):** This is the default view encapsulation strategy in Angular. It emulates the shadow DOM by adding unique attributes to the HTML elements within the component. Styles are scoped to the component, preventing them from leaking out and affecting other components.

@Component({

selector: 'app-example',

templateUrl: './example.component.html',

styleUrls: ['./example.component.css'],

encapsulation: ViewEncapsulation.Emulated,

})

**2. Native View Encapsulation:** Native view encapsulation uses the browser's native shadow DOM to isolate the styles of a component. This method is closer to the actual shadow DOM specification but may not be fully supported in all browsers.

**3. None View Encapsulation:**

None disables view encapsulation entirely. Styles from the component can affect the global styles and vice versa. While this approach gives the most freedom, it's generally recommended to use encapsulation to prevent unintended style conflicts.

**Local References in Templates:**

Local references in templates allow you to create a reference to a DOM element (any HTML element) or Angular component within the template itself. These references are defined using the hash symbol (**#**) followed by a name. Once defined, you can access and interact with the referenced element or component in the template or in the corresponding component class.

<label>Server Name</label>

<input type="text" class="form-control"

      #serverNameInput>

<button class="btn btn-primary" (click)="onAddServer(serverNameInput)">Add Server</button>

**ViewChild:**

ViewChild Property decorator that configures a view query. The change detector looks for the first element or the directive matching the selector in the view DOM. If the view DOM changes, and a new child matches the selector, the property is updated. **Declaring ViewChild:**

<input type="text" class="form-control"

             #serverContentInput>

@ViewChild('serverContentInput') serverContentInput: ElementRef;

**Using ViewChild:**

this.newServerContent = this.serverContentInput.nativeElement.value;

**ng-content:**

ng-content is a directive used to project content from the parent component into a specified location within the child component's template. It enables the creation of flexible and reusable components by allowing the parent component to pass content (HTML, text, or other Angular components) to the child component.

**Parent Component:**

<app-server-element

        \*ngFor="let serverElement of serverElements" srvElement]="serverElement">

        <p>

          <strong \*ngIf="serverElement.type === 'server'" style="color: red">

          {{ serverElement.content }}</strong>

          <em \*ngIf="element.type === 'blueprint'">{{ serverElement.content }}</em>

        </p>

      </app-server-element>

Child Component (app-server-element):

<div class="panel panel-default">

  <div class="panel-heading">{{ element.name }}</div>

  <div class="panel-body">

   <ng-content></ng-content>

  </div>

</div>

**Understanding Component Life Cycle:**

**1. ngOnChanges:** Its executed right at the beginning when new component is created and called after a bound input property changes.

**2. ngOnInit:** Called when component has been initialized. After the constructor.

**3. ngDoCheck:** Called during every change detection run

**4. ngAfterContentInit:** Called after content (ng-content) has been projected into View.

**5. ngAfterContentChecked:** Called every time the projected content has been checked.

**6. ngAfterViewInit:** Called after component’s view (and child’s view) has been initialized.

**7. ngAfterViewChecked:** Called every time view (and child views) has been checked

**8. ngOnDestroy:** Called once component is about to destroyed.

**Angular Directives Part 2:**

**Attribute directive:** Attribute directives change the appearance or behavior of an element, component, or another directive.

* In attribute directive we can give the value inside { } and Boolean expressions after :

**Syntax:**

<p [class]="{ className : selectedFeature != null}"> Hi </p>

**Creating Basic attribute directive:**

Inside the directive.ts file we use **ElementRef** and **Renderer2** to interact with the DOM.

**File name:** basic-directive/basic-highlight.directive.ts

  intervalId;

  colorSwap: boolean = false;

  constructor(private eleRef: ElementRef) { }

  ngOnInit(): void {

    this.intervalId = setInterval(() => {

    this.eleRef.nativeElement.style.backgroundColor = this.colorSwap ? 'white' : 'lightgreen';

    this.colorSwap = !this.colorSwap;

    }, 500);

  }

Using ElementRef we can access the element, one way is in ngOnInit hook, and then change styles, etc.

**Note:** Accessing elements directly using ElementRef is not always a best practice, there are other ways to do this. Which is **Renderer**. This make simpler to change elements properties like style, etc.

constructor(private eleRef: ElementRef, private renderer: Renderer2) { }

  ngOnInit(): void {

    this.intervalId = setInterval(() => {

      this.renderer.setStyle(this.eleRef.nativeElement, 'background-color',

        ( this.colorSwap ? 'white' : '#FFCCCB'));

      this.colorSwap = !this.colorSwap;

    }, 500);

  }

@HostBinding and @HostListener are two decorators in Angular that can be really useful in custom directives.

**Host Listener:**

**Definition:** It’s a decorator that declares DOM event to listen for and provides a handler method to run when that event is occurred. Angular invokes the supplied handler method when host element emits the specified event and updates the bound element with the result.

  @HostListener('mouseenter') mouseOver(eventData: Event) {

    this.renderer.setStyle(this.eleRef.nativeElement, 'background-color',

      'lightgreen');

  }

**Host Binding:**

**Definition:** It’s a decorator that allows you to set the properties of the host element from the directive class. When change is detected in biding angular will update the host element of the directive.

  @HostBinding('style.backgroundColor') backgroundColor: string;

  constructor(private eleRef: ElementRef, private renderer: Renderer2) { }

  @HostListener('mouseenter') mouseOver(eventData: Event) {

      this.backgroundColor = 'lightgreen';

  }

**Directive properties:** We can change directive properties as well, so that it don’t have to be static. In the host element we can change directive properties by defining first in directive class with @Input decorator like below.

  @Input() defaultColor: string = 'white';

  @Input() hoverColor: string = 'lightgreen';

Note that we need to set the *defaultColor* in ngOnInit method for it to set the property when the host element is loaded for the first time like shown below.

  ngOnInit(): void {

    this.backgroundColor = this.defaultColor;

  }

There are two ways to write the properties of directive as shown below.   
[hoverColor]="'red'" and hoverColor="green"

<a appHoverHighlight [defaultColor]="'gray'" [hoverColor]="'red'"

      class="pad-10">Hover Highlight</a>

<a appHoverHighlight defaultColor="yellow" hoverColor="green"

      class="pad-10">Hover Highlight</a>

**Creating Own Structural Directive:**Just like normal directive with few differences, like we use TemplateRef, ViewContainerRef. We use @Input to take the condition in this particular unless directive and use set to satisfy the condition here. But @Input property name must match with directive name.

@Directive({

  selector: '[appUnless]'

})

export class UnlessDirective {

  @Input() set appUnless(condition: boolean) {

    if(!condition) {

      this.vcRef.createEmbeddedView(this.templateRef);

    } else {

      this.vcRef.clear();

    }

  }

  constructor(private templateRef: TemplateRef<any>,

    private vcRef: ViewContainerRef) {

  }

}

<ul \*appUnless="!showEven">

    <li class="list-group-item" style="width: 100px;"

        \*ngFor="let num of evenNumbers">

        {{ num }}

    </li>

</ul>

**Creating Dropdown Directive:**

@Directive({

    selector: '[appDropdown]'

})

export class DropdownDirective {

    @HostBinding('class.open') isOpen: boolean= false;

    @HostListener('click') toggleOpen() {

        this.isOpen = !this.isOpen;

    }

}

<li class="dropdown" appDropdown> Dropdown code <li>

open is class which we use it to toggle the dropdown here. In the above code drop closes only when you click on it, it will be open if you click anywhere else. To close it from anywhere use the below code.

    @HostListener('document:click', ['$event']) toggleOpen(event: Event) {

        this.isOpen = this.eleRef.nativeElement.contains(event.target) ?

            !this.isOpen : false;

    }

    constructor(private eleRef: ElementRef){ }

1. **SERVICES & DEPENDENCY INJECTION**

**Services Definition:** Services allows us to share data and functionality across different parts of the application. Services are classes that can be injected into components and other services, and they are used to encapsulate logic that is not specific to a particular component.

Services are a good way to organize and share code that is not directly related to the UI of your application. They can be used to abstract away complex logic, such as calling a REST API or performing calculations, and make it available to multiple components.

**Dependency injection:** Dependency injection is a design pattern in software development that involves providing dependencies (i.e., services that a class relies on) from external sources rather than creating them within the class.

**Example of simple service injecting into component:**

@Injectable({

  providedIn: 'root',

})

export class LoggingService {

  logMessage(msg: string) { console.log('Log Message is ' + msg); }

}

**Component file:**

@Component({ ... })

  onAdd() {

    this.ingredientAdded.emit(this.selectedIngredient);

    this.logService.logMessage('New ingredient added')

  }

**Hierarchical Injector:**

Angular dependency injector is hierarchical injector, that means if we provide a service in one component in the application, angular framework creates one instance and passes that instance of service to that component and all the child components. There are three levels to this.

* + **AppModule:** Same instance of service is available Application-wide including all components, directives, services (Provider’s array)

To achieve this, add this in service @Injectable({ providedIn: 'root' }) or in any module file we can add in providers array providers: [TestService], both gives same result.

* + **AppComponent:** Same instance of service is available in all components but no other services
  + **Any other component:** Same instance of service is available for the component and all the child components.

**Injecting Services into Services:** When we add @Injectable( ) to the service A, then we can inject other services to service A. To use other service by creating a private object in constructor just like you do it in component.

**Using Services for Cross-Component Communication:**

1. Create an eventX in the serviceA.  
   eventX = new EventEmitter<string>();
2. In ComponentA injected with serviceA, emit the event eventX  
   this.serviceA.eventX.emit(stringValue)
3. In ComponentB subscribe the event to get the stringValue.

this.serviceA.eventX.subscribe(

(stringValue: string) => alert(‘Status is ’ +stringValue)

);

**Benefits by using new syntax:**

Instead of adding a service class to the providers[] array in AppModule , you can set the following config in @Injectable(). Services can be loaded lazily by Angular (behind the scenes) and redundant code can be removed automatically. This can lead to a better performance and loading speed - though this really only kicks in for bigger services and apps in general.

**Note:** Always use corresponding service, when you are calling some service method. Best practice is to call other service methods from component related service.

1. **ROUTING**

**Definition:** Routing is mechanism in angular, which allows the user to create a single page application with multiple views and allows navigation between them based on the user's interaction or URL changes. Routing system does not reload entirely when the user navigates between different sections of the application.

* We register router configurations in app.module.ts file

**1. Setting up router configurations:**  
1. Create constant array with path and component information, inside app.module.ts file

const routes: Routes = [

  {path: '', component: HomeComponent},

  {path: 'users', component: UsersComponent},

  {path: 'servers', component: ServersComponent}

]

2. Now add the RouterModule in imports array by giving routes constant to forRoot function.

  imports: [

    BrowserModule,

    FormsModule,

    RouterModule.forRoot(routes),

  ]

3. In app.component.ts file, *<router-outlet></router-outlet>* tag will be used to show corresponding component for that particular path. For example when we use “localhost:4200/users”, *router-outlet* will be replaced with users component.

**2. RouterLink Directive:** The routerLink directive is used to create links that navigate to a specific route.

        <li role="presentation" class="active"><a routerLink="/">Home</a></li>

        <li role="presentation"><a routerLink="/servers">Servers</a></li>

        <li role="presentation"><a [routerLink]="['/users']">Users</a></li>

**3. Understanding Navigation Paths:**

* If we use / Infront of the path like “/servers”, it will use absolute path.
* If we remove the / Infront of the path like “servers”, it will use relative path, that means “/servers” will be appended to currently loaded path.
* That means, If we are in “localhost:4200/servers”, then we click “servers” link inside of the servers component, it will try to redirect to “localhost:4200/servers/servers”
* If we use “servers” or “/servers” inside app.component links, which is also not loaded by router module, it will always loads “localhost:4200/servers” because it’s the root component. When we go a level below this we should use / accordingly.
* In case of 3rd point above, We can also use ../ to take the path to go up one level, “../servers”, it will load “localhost:4200/servers”.

[**Lecture Link**](https://www.udemy.com/course/the-complete-guide-to-angular-2/learn/lecture/6656286#overview)

**4. RouterLinkActive:** This directive is used to apply a CSS class to an HTML element based on whether the associated router link is currently active or not. We can add whatever the class we want. It's a helpful way to visually highlight the active link in your application's navigation.

<li role="presentation" routerLinkActive="active"><a routerLink="/">Home</a></li>

* *[routerLinkActiveOptions]* is directive property that provides configuration options for the RouterLinkActive directive.
  + exact (optional): This property is a boolean that, when set to true, indicates that the router link should be considered active only when the URL matches the link exactly. If not specified or set to false, the link is considered active when the URL is a prefix of the link.

<li role="presentation" routerLinkActive="active"

[routerLinkActiveOptions]="{ exact: true }">

          <a routerLink="/">Home</a>

</li>

* + queryParams (optional): This property is a string or string array that allows you to specify the query parameters that should be considered when determining if the router link is active. If specified, the router link will only be considered active if the specified query parameters match.
  + fragment (optional): This property is a string that allows you to specify the fragment (hash) that should be considered when determining if the router link is active. If specified, the router link will only be considered active if the specified fragment matches.

<a routerLink="/" routerLinkActive="active" [routerLinkActiveOptions]="{ exact: true }">Home</a>

<a routerLink="/about" routerLinkActive="active"

[routerLinkActiveOptions]="{ exact: true, queryParams: 'page=1' }">About</a>

<a routerLink="/contact" routerLinkActive="active" [routerLinkActiveOptions]="{ fragment: 'section1' }">Contact</a>

**5. Navigating Pragmatically:**

import { Router } from '@angular/router';

constructor(private router: Router) { }

  onLoadServers() {

    // complex calculation

    this.router.navigate(['/servers']);

  }

**6.** **Using Relative Paths in Programmatic Navigation:**

In navigate method we can pass second argument which takes an object, that is {relativeTo : objectOfActivatedRoute}. We will be using Router and ActivatedRoute.

  constructor(private serversService: ServersService,

    private router: Router, private route: ActivatedRoute) { }

  onReloadServers(){

    this.router.navigate(['/servers'], {relativeTo: this.route});

  }

**7. Parameters in the path:**

We can include parameters in the path using route parameters. It allows us to pass dynamic values, which replaces the parameters in the path.

1. Define route parameters: We us : as prefix in the path to define parameters.

  {path: 'users/:id', component: UserComponent},

1. Fetching route parameters: We use ActivatedRoute to get currently activated router information which also includes the parameters passed. To get particular parameters we use this.route.snapshot.params['id']. To ok to use this for initial loading, but when you change the parameters afterwords it will not change the data, and it’s default behavior. When we click below link after the initial load of users, It will change the URL but it will not change the data.

<a [routerLink]="['/users', user.id, user.name]">Load Anna (10)</a>

constructor(private route: ActivatedRoute) { }

selectedId: string;

  ngOnInit() {

    selectedId = this.route.snapshot.params['id'],

  }

1. Use observable called params and subscribe, where we will get params i.e., parameters.

    this.route.params.subscribe((params) => {

      this.user.id = params['id'];

      this.user.id = params['name'];

    });

1. Angular will unsubscribe the subscription when the component is destroyed, but if we create our own observable we should unsubscribe to it in ngOnDestroy method.

**8. Query parameters & fragments in path:**

1. We can declare the path first like shown below.

  {path: 'servers/:id/edit', component: EditServerComponent}

1. Defining Using routerLink:

<a [routerLink]="['/servers', server.id, 'edit']" [queryParams]="{allowEdit: 1}"

fragment="loading" ngFor="let server of servers">

        {{ server.name }}

</a>

Next to routerLink we use queryParams, fragment. Both are bindable properties of routerLink. queryParams will take key value pair and fragment will take a string. Above code will redirect to localhost:4200/servers/5/edit?allowEdit=1#loading

1. Navigating programmatically with queryParams, fragments: To navigate programmatically from component, we use ActivatedRoute navigate method and pass key value pair for queryParams and string to fragment like shown below. It will redirect to same link like above.

  onLoadServers(id: number) {

    // complex calculation

    this.router.navigate(['/servers', id, 'edit'],

    { queryParams: { allowEdit: 1 }, fragment: 'loading'});

  }

1. Retrieving query parameters and fragments:

Just like we get parameters, we can get query parameters, fragments by using snapshot and subscribe.

    console.log('queryParams ' +this.route.snapshot.queryParams['allowEdit']);

    console.log('fragment ' + this.route.snapshot.fragment);

    this.route.queryParams.subscribe(params => {

      // do something

    });

    this.route.fragment.subscribe(params => {

      // do something

    });

**9. Setting up Child Routes or Nested Routes:**

In the below example we can see “servers” are duplicate, instead of using this we can nest them.

  {path: 'servers', component: ServersComponent},

  {path: 'servers/:id', component: ServerComponent},

  {path: 'servers/:id/edit', component: EditServerComponent}

In the below example we have nested the routes and removed “servers” in the path, because it will take from the parent. When we do this *<router-outlet>* must be added inside of the parent component to display its child components which was given in route configurations (ServerComponent, EditServerComponent), in this case ServersComponent. The *<router-outlet>* in app-component is for reserved only for routes on top level.

{ path: 'servers', component: ServersComponent,

    children: [

      { path: ':id', component: ServerComponent },

      { path: ':id/edit', component: EditServerComponent },

    ],

  }

**10. Configuring Handling of Query Parameters:**

*queryParamsHandling* option is used in the Router.navigate method to control how query parameters are handled when navigating to a new route. When we navigate to new route, we can opt in to not to lose the query parameters. The queryParamsHandling option has two possible values:  
 1. 'merge': This option merges the current query parameters with the new ones.

2. 'preserve': This option preserves the existing query parameters, and the new ones are ignored.

this.router.navigate(['edit'],

    { relativeTo: this.route, queryParamsHandling: 'preserve' });

**11. Redirecting & Wildcard (like 404 page):**

**1. Redirecting request:**

We can redirect using redirectTo, there we give whatever the new path we want as shown below.

  { path: 'not-found', component: PageNotFoundComponent},

  { path: 'something', redirectTo: 'not-found'}

**2. Setting up route which handle routes we did not setup:**

By using \*\* in the path we say it’s a wildcard for unknown paths. It must be the last route,

If it is at the top, angular always redirect to this path.

{ path: '\*\*', redirectTo: 'not-found'}

**[Lecture Link: Redirection Path Matching (Extra Info)](https://www.udemy.com/course/the-complete-guide-to-angular-2/learn/lecture/6656336" \l "overview)**

**12. Outsourcing the Route Configuration:**

We can create separate module for routing to make app.module.ts leaner.

1. Create a separate module first, and copy const type of Routes, which holds all the route path configurations.
2. In @NgModule, in imports array, we give our routes configurations to RouterModule, and exports array will have RouterModule to make it available for exporting for app.module.ts.

@NgModule({

    imports: [

        RouterModule.forRoot(appRoutes)

    ],

    exports: [RouterModule]

})

1. In app.module.ts we import the created appRouting.module

  imports: [BrowserModule, FormsModule, AppRoutingModule]

**12. Route Guards:**

**Definition:** Mechanism that allow us to control the navigation behavior by adding logic to routes. It executes a logic before a route is loaded or once we want to leave the route. They help in securing and managing access to certain routes in angular application based on specific conditions.

**canActivate:** This guard determines whether a route can be activated. It is commonly used for access control, ensuring that the user has the necessary permissions to navigate to a specific route.

**CanActivateChild:** Similar to CanActivate, but specifically designed for guarding child routes. It allows you to control whether child routes of a component can be activated.

{ path: 'servers', component: ServersComponent,

      canActivate: [AuthGuard],

      canActivateChild: [AuthGuard],

      children: [

        { path: ':id', component: ServerComponent },

        { path: ':id/edit', component: EditServerComponent },

      ]

    }

export class AuthGuard implements CanActivate {

  constructor(private authService: AuthService, private router: Router) {}

  canActivate(route: ActivatedRouteSnapshot, state: RouterStateSnapshot)

    : Observable<boolean> | Promise<boolean> | boolean {

    return this.authService.isAuthenticated().then((isAuthenticated: boolean) => {

      if (isAuthenticated) {

        return true;

      } else {

        this.router.navigate(['/']);

        return false;

      }

    });

  }

  canActivateChild(route: ActivatedRouteSnapshot, state: RouterStateSnapshot)

  : Observable<boolean> | Promise<boolean> | boolean {

    return this.canActivate(route, state);

  }

}

export class AuthService {

  loggedIn: boolean = false;

  isAuthenticated() {

    const promise = new Promise((resolve, reject) => {

      setTimeout(() => { resolve(this.loggedIn); }, 800);

    });

    return promise;

  }

  login() {

    this.loggedIn = true;

  }

  logout() {

    this.loggedIn = false;

  }

}

**CanDeactivate:**

Here we can control weather we can leave the route or not. For example we can stop the leaving from the page when changes are made but not saved.

1. To do this, First we need to create an interface “CanComponentDeactivate” with a method canDeactivate method will return Observable or Promise which will resolve to boolean or just a boolean.
2. Now create a service class, which actually our guard which implements CanDeactivate from angular router, which takes generic type and in our case we declare it as CanComponentDeactivate interface.
3. Here we need to provide implementation for canDeactivate method which has same return type as our CanComponentDeactivate interface.
4. We get four different arguments to process, and here we are using CanComponentDeactivate instance to call canDeactivate(). Below we can see the code.

**Guard code:**

import { Injectable } from '@angular/core';

import { ActivatedRouteSnapshot, CanDeactivate, RouterStateSnapshot } from '@angular/router';

import { Observable } from 'rxjs/Observable';

export interface CanComponentDeactivate {

canDeactivate: () => Observable<boolean> | Promise<boolean> | boolean;

}

@Injectable({providedIn: 'root'})

export class CanDeactivateGuard implements CanDeactivate<CanComponentDeactivate> {

  canDeactivate(component: CanComponentDeactivate, currentRoute: ActivatedRouteSnapshot,

    currentState: RouterStateSnapshot, nextState: RouterStateSnapshot

  ) :Observable<boolean> | Promise<boolean> | boolean {

    return component.canDeactivate();

  }

}

1. Now whatever the component we need to add guard for deactivation, we need to implement CanComponentDeactivate interface there, and implement canDeactivate() method. In this we will write logic, if we return true it will allow you to leave the route, if false returned it will not allow you to leave the route.

**Code in component:**

export class EditServerComponent implements OnInit, CanDeactivateGuard{

// All the code

canDeactivate(component: CanComponentDeactivate, currentRoute: ActivatedRouteSnapshot,

    currentState: RouterStateSnapshot, nextState: RouterStateSnapshot)

    : boolean | Observable<boolean> | Promise<boolean> {

    if(!this.allowEdit) {

      return true;

    }

    if((this.serverName !== this.server.name || this.serverStatus !== this.server.status) && !

      this.changesSaved) {

      return confirm('Are you sure you want to discard changes ?');

    } else {

      return true;

    }

  }

}

**Routes code:**

    { path: 'servers',

      component: ServersComponent, canActivateChild: [AuthGuard],

      children: [ { path: ':id/edit', component: EditServerComponent,

          canDeactivate: [CanDeactivateGuard] }

      ]

    }

**12. Resolver:**

Resolver is a service that is used to ensure that the data needed for a component is available before the component is instantiated. It's often used in the context of Angular routing to fetch data from a source (such as an API) before navigating to a route and rendering the associated component.

**Using Static Data:**

We can give the message in the router, and we use “data” to provide data. In that we give key value pair, key is for later use to get data in the component.

**Router code:**

{ path: 'not-found', component: ErrorPageComponent, data :{ message: 'Page not found!!!'}},

**Component code:**

  constructor(private route: ActivatedRoute) {}

  ngOnInit() {

    this.errorMessage = this.route.snapshot.data['message'];

    this.route.snapshot.data.subscribe((data: Data) => {

      this.errorMessage = data['message'];

    });

  }

**Getting Dynamic Data Using Resolver Guard:**

1. We need to create resolver service which implements Resolve<T> (T is the type of data we are expecting in the component). This will make us implement resolve method which gives us two arguments route: ActivatedRouteSnapshot, state: RouterStateSnapshot.
2. In this method we should return type T.

@Injectable({providedIn: 'root'})

export class ServerResolver implements Resolve<Server> {

  constructor(private serversService: ServersService) {}

  resolve( route: ActivatedRouteSnapshot, state: RouterStateSnapshot )

        : Server | Observable<Server> | Promise<Server> {

    return this.serversService.getServer(+route.params['id']);

  }

}

1. Now we should declare created Resolver(ServerResolver) this in router, in resolve which takes JavaScript object.

 { path: ':id', component: ServerComponent, resolve: {server: ServerResolver} },

1. In component, ngInit method we subscribe to the data and fill our desired properties.

  ngOnInit() {

    this.route.data.subscribe((data: Data) => {

      this.server = data['server'];

    });

  }

**13. Hash Mode Routing:**

In Angular's routing configuration, the useHash option is a property that can be set to true or false. It is used to configure how the Angular application's URLs are constructed.

When useHash is set to true, Angular uses the hash fragment of the URL (the part of the URL after the # symbol) to manage its routes. This is known as "hash routing" or "hash mode." In hash routing, changes to the route do not result in a full page reload; instead, only the part of the URL after the # symbol changes, and Angular uses this to determine the route.

@NgModule({

imports: [RouterModule.forRoot(routes, { useHash: true })],

exports: [RouterModule]

})

export class AppRoutingModule { }

**Route configuration (pathMatch: 'full')**:   
The pathMatch property is used to control how the router should match URL segments to the configured route. When pathMatch is set to "full", it means that the router should only consider the URL path if it fully matches the specified path of the route.

const routes: Routes = [

{ path: 'home', component: HomeComponent, pathMatch: 'full' },

{ path: 'about', component: AboutComponent, pathMatch: 'full' },

];

If the URL is /home, the route with path: 'home' will match because the entire URL path matches the specified path.

* If the URL is /home/something or /about/something, the routes won't match. This is because pathMatch: 'full' requires the entire URL path to match, and the additional segment ('something' in this case) makes the paths not fully match.
* If pathMatch were not set or set to the default value ("prefix"), the routes would match as long as the specified path is a prefix of the URL. This means that /home/something would match the 'home' route, and /about/something would match the 'about' route.

**Path Note:**

{ path: 'recipes', component: RecipesComponent , children: [

        { path: '', component: RecipeStartComponent},

        { path: ':id', component: RecipeDetailComponent},

        { path: 'new', component: RecipeEditComponent}

    ]}

* In the above case if we try to access “localhost:4200/new”, It will give error and it actually tries to access :id component which is RecipeDetailComponent instead of 'new' path component RecipeEditComponent.
* Reason is angular will consider ‘new’ as ':id', to fix this we can just declare 'new' path before ':id'

1. **OBSERVABLES**

**Definition:** Observables are a technique for event handling, asynchronous programming, and handling multiple values emitted over time.

* It’s an object created using RxJS third party library.
* Observables uses “Observer Design Pattern”, where one object (the subject or publisher) changes its state, all its dependents (observers or subscribers) are notified and updated automatically.
* This allows for a loosely coupled system where the subject and observers can interact without knowing much about each other.
* Installation: *npm install --save rxjs@6* and *npm install --save rxjs-compat*

**1. interval function:**  
Interval is simple observable available in rxjs, This observable emits sequential numbers at a specified time interval. We must unsubscribe() to it before leaving the component in ngOnDestroy()

  private firstObsSubscription: Subscription;

  ngOnInit() {

    this.firstObsSubscription = interval(1000).subscribe(

      count => { console.log(count) }

    )

  }

  ngOnDestroy(): void {

    this.firstObsSubscription.unsubscribe();

  }

**2. Creating Custom Observable: (Emitting Data)**

In here we can emit 3 types of Observable information. (1. Data, 2. Error, 3. Complete)

    // Create a custom observable

    const customIntervalObservable = Observable.create(observer => {

      let count = 0;

      setInterval(() => {

        observer.next(count);

        count++;

      }, 1000);

    })

    // Subscribe to created observable

    this.firstObsSubscription = customIntervalObservable.subscribe(data => {

      console.log('Count is ' +data);

    })

**Creating Custom Observable: (Emitting Error)**

  ngOnInit() {

    // Create a custom observable which also throws error

    const customIntervalObservable = Observable.create(observer => {

      let count = 0;

      setInterval(() => {

        observer.next(count);

        if(count > 3) {

          observer.error(new Error('Count is more than 3'));

        }

        count++;

      }, 1000);

    })

* In the above code it throws an error when count is more than 3. In the browser console we can see Error thrown in red text. But we can handle this error by subscribing to it, just like data, we get error argument also.
* Throwing error cancels the observable, It will not run anymore.
* If emits error it will not go to complete()

    // Subscribe to created observable and error

    this.firstObsSubscription = customIntervalObservable.subscribe(

data => { console.log('Count is ' +data);},   
 error => { console.log(error); })

**Creating Custom Observable: (Emitting Complete)**

        if(count === 2) { observer.complete(); }

    // Subscribe to created observable and error

    this.firstObsSubscription = customIntervalObservable.subscribe(

data => { console.log('Count is ' +data); },   
 error => { console.log(error);},

() => { console.log('Completed');} );

**3. Operators:**

Operators in observables are functions provided by libraries like RxJS that allow you to manipulate and transform the data emitted by observables. We preform this by using *pipe(operator code)* and we can apply one more operators to transform the data.

1. **map operator:** Transforms each item emitted by an observable by applying a function to it.
2. **filter operator:** Emits only the items that satisfy a specified condition.
3. **merge operator:** Merges multiple observables into a single observable.

**Map example:**

1. this.firstObsSubscription = customIntervalObservable
2. .pipe(map((data: number) => {
3. return 'Round is ' + (data + 1);
4. }))
5. .subscribe((data) => {
6. console.log(data);
7. });

**Filter example:**

    this.firstObsSubscription = customIntervalObservable

      .pipe(filter((data: number) => {

         return !(data % 2 === 0);

       }))

**4. Subjects:**

In RxJS, a **Subject** is a special type of observable that acts as both an observer and an observable itself. This means that you can **subscribe** to a Subject to receive its emitted values, and you can also **push values** into a Subject to notify all its subscribers.

* Subject comes with a variety of operators provided by RxJS, allowing you to transform, filter, and manipulate the data stream easily.
* It is mechanism for managing data streams compared to the simpler event-based approach of Event Emitter.
* We should always unsubscribe in onDestroy method.

**Defining a subject:**

import { Subject } from "rxjs";

userActivateEmitter = new Subject<boolean>();

**Emitting values by subject:**

this.userService.userActivateEmitter.next(true);

**Subscribe to a subject:**

  this.userService.userActivateEmitter.subscribe((data: boolean) =>{

    this.userActivated = data;

  })

1. **Forms**

**Definition:** Forms are mechanism for collecting, validating, and managing user input within a web application. Angular provides a powerful and flexible Forms module that allows developers to create both template-driven forms and reactive forms.

Angular offers two approaches for forms:

1. **Template driven:** Angular infers the Form object from the DOM
2. **Reactive:** Form is created programmatically and synchronized with the DOM

**1. Template driven:**

In this approach, the form is primarily defined in the HTML template, and Angular uses directives and binding syntax to create and manage the form controls. The template-driven approach is more declarative, requiring less code in the component class compared to the reactive approach.

**i) Declaring, Submitting Form & Form Data:**

* **ngModel**: is used to bind the input fields to properties in the form. So, this field will be a part of JavaScript object representation of the form. We should also specify “name” in the field.

*<input ngModel name=”username” type=”text” class=”form-control”>*

* **(ngSubmit)**: directive is used to bind a method to the submit event of a form. When the form is submitted using button with type “submit” in the form, the associated method is executed.
* **#myForm="ngForm":** We declare **ngForm** on form tag, It creates a reference to the form and binds it to the ngForm directive.
* **NgForm object** represents the Angular form and provides methods and properties for interacting with the form's state and controls.

**Template code:**

<form (ngSubmit)="onSubmit(myForm)" #myForm ="ngForm">

<input type="text" id="username" class="form-control"

ngModel name="username">

<input type="email" id="email" class="form-control"

         ngModel name="email">

<button class="btn btn-primary" type="submit">Submit</button>

</form>

**TS code:**

  onSubmit(form: NgForm) {

    console.log(form.value);

  }

* **Access Form with @ViewChild():** Here we don’t use (ngSubmit)="onSubmit(myForm)" ,instead we create a with ViewChild, and we provide the form reference to it. By this method we can access the form data without the submit event as well. @ViewChild(‘form\_reference’)

**Template code:**

<form (ngSubmit)="onSubmit()" #myForm="ngForm">

// Same code as above

</form>

**TS code:**

  @ViewChild('myForm') signupForm;

onSubmit() {

    console.log(this.signupForm.value);

  }

**ii) Form Validations:**

Validators help you define and enforce validation rules for form controls. Validators can be applied to both template-driven and reactive forms, and they ensure that user input meets specific requirements.

<input type="email" id="email" ngModel name="email" required email>

* In above code “required”, “email” are validators. When we submit form without valid email id, in ngForm object we can see valid() function as false.
* We can use form data inside of the form. In below example disabled attribute will make button enabled once the form do not have any validations.  
  <button [disabled]="!myForm.valid" class="btn” type="submit">Submit</button>
* When email is not valid, angular adds style class to that element called “ng-invalid” like shown below.
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* We can change the style class in the CSS file to make it look like invalid data entered.

input.ng-invalid.ng-touched { border: red solid; }

* **Adding validation message:** We can add validation for particular input, for that we have to give reference to input *#inputName=”ngModel”*, now using *inputName* values we can display error message with the help of ngIf.

<input type="email" id="email" class="form-control"

      ngModel name="email" required email #email="ngModel">

<span \*ngIf="!email.valid && email.touched"> Enter valid email address </span>

* **Pattern validation:** It’s a built-in validation feature that allows you to enforce a specific regular expression pattern on the value of an input field. This ensures that the user's input adheres to a particular format or structure.

<input type="number" id="amount" class="form-control"

        name="amount" ngModel required pattern="^[1-9]+[0-9]\*$"/>

**iii) Data Setting & Few other features:**

* **Set Default Values with ngModel Property Binding:** We giving default value to ngModel to begin with. We can provide it in template or TS file as well.

<select id="secret" class="form-control" [ngModel]="'pet'" name="secret">

  <option value="pet">Your first Pet?</option>

  <option value="teacher">Your first teacher?</option>

</select>

* **Using ngModel with Two-Way-Binding:** With the help of [(ngModel)], we achieve this and it will update the user inputs for each key strokes. In below example, questionAnwser is defined in TS file.

<textarea name="questionAnwser" class="form-control" rows="3"

[(ngModel)] ="questionAnwser">

  </textarea>

  <p> Your reply is : {{ questionAnwser }} </p>

* **ngModelGroup:** Directive that is used to group multiple form controls together under a common parent. We can get grouped validation status using this.

<div id="user-data" ngModelGroup="userData" #userData="ngModelGroup">

    <div class="form-group">

        <label for="username">Username</label>

        <input type="text class="form-control" ngModel name="username" required>

     </div>

<div class="form-group">

        <label for="email">Mail</label>

        <input type="email ngModel name="email" required email #email="ngModel">

     </div>

</div>

<span class="help-block" \*ngIf="!userData.valid && userData.touched">

    Enter valid user data!!

</span>

* **Radio buttons:**

 <div class="radio" \*ngFor="let gender of genders">

    <label>

    <input type="radio" name="gender" ngModel [value]="gender" required>

        {{ gender }}

    </label>

</div>

* **Setting and Patching Form Values:**

Using *setValue()* We can set values of inputs pf whole form, one issue is it will override already entered data.

  suggestUserName() {

    const suggestedName = 'Superuser';

    this.signupForm.setValue({

      userData: {

        username: suggestedName,

        email: ''

      },

      secret: 'pet',

      questionAnwser: '',

      gender: 'Female'

    })

}

Using *patchValue()* We can set values of particular input in the form without effecting already entered data.

   this.signupForm.form.patchValue({

      userData: { username: suggestedName }

   });

* **Using Form data:**

  user = {

    username: '', email: '', secretQuestion: '',

    answer: '', gender: ''

  };

  onSubmit() {

    this.submitted = true;

    this.user.username = this.signupForm.value.userData.username;

    this.user.email = this.signupForm.value.userData.email;

    this.user.secretQuestion = this.signupForm.value.secret;

    this.user.answer = this.signupForm.value.questionAnwser;

    this.user.gender = this.signupForm.value.gender;

  }

* **Resetting Form:**

this.signupForm.reset()

Calling reset() method of form will reset the whole form.

**Find Validators shipped with angular here.**

**Template-driven:** <https://angular.io/api?type=directive> [Search by "validator"]

**Reactive:** <https://angular.io/api/forms/Validators>

**2. Reactive:**

Reactive approach uses Reactive Forms module, which provide a programming-centric approach to handling form creation, validation, and submission. Reactive forms are defined using TypeScript and are based on the FormGroup, FormControl, and FormArray classes provided by the *@angular/forms* module.

To use reactive approach, we need to import *ReactiveFormsModule* in AppModule.

1. **Declarations:**

**In TS Class:**

* **FormGroup (entire form):** Represents the entire form and is a container for individual form controls. Created using the FormGroup class. We can use this to group multiple FormControl (inputs) as well.
* **FormControl (individual field):** Represents an individual form control (e.g., an input field) and is responsible for handling its value and validation state.
* **FormArray:** FormArray is a class that represents an array of form controls, making it suitable for managing dynamic forms where the number of form controls is not known at design time.

As of Angular 8+, there's a new way of clearing all items in a FormArray. The clear() method automatically loops through all registered FormControls (or FormGroups) in the FormArray and removes them.

**(<FormArray>this.recipeForm.get('ingredients')).clear();**

**In Template:**

* **[formGroup]:** Represents the entire form in template, declared in <form> tag.
* **formGroupName:** Represents group of multiple inputs, declared at group div of multiple inputs.
* **formControlName:** Represents the entire form in template, declared at input tag.
* **(ngSubmit):** Executes the method provided when form is submitted.

**TS code:**

signuForm: FormGroup;

this.signuForm = new FormGroup({

  userData: new FormGroup({

    username: new FormControl(null, Validators.required),

    email: new FormControl(null, [Validators.required, Validators.email]),

  })

});

**Template code:**

<form [formGroup]="signuForm">  
 <div formGroupName="userData">

<input type="text" id="username" formControlName="username">  
 <input type="text" id="email" formControlName="email">  
 </div>  
</form>

1. **Showing Error Messages:**

**Error Message for particular input:**

<div class="form-group">

<div formGroupName="userData">  
 <input type="text" id="username formControlName="username"/>

  <span class="help-desk" \*ngIf="!signuForm.get('userData.username').valid &&

signuForm.get('userData.username').touched">

Please enter the name! </span>

</div>

</div>

**Error Message for entire form:**

<span \*ngIf="!signuForm.valid && signuForm.touched" class="help-desk">

Please valid data </span>

1. **Array of FormControl (formArrayName):**We can group multiple inputs together using this feature.

**TS code:**

this.signupForm = new FormGroup({

      'userData': new FormGroup({

        'username': new FormControl(null, Validators.required),

        'email': new FormControl(null, [Validators.required, Validators.email]),

      }),

      'hobbies': new FormArray([])

    });

  getControls() {

    return (this.signupForm.get('hobbies') as FormArray).controls;

  }

  onAddHobby() {

    const control = new FormControl(null, Validators.required);

   (<FormArray>this.signupForm.get('hobbies')).push(control);

  }

}

**Template code:**

<div formArrayName="hobbies">

    <h4>Your Hobbies</h4>

    <button class="btn"type="button" (click)="onAddHobby()">Add Hobby</button>

    <div class="form-group">

      <input type="text" class="form-control"

            \*ngFor="let hobbyControl of getControls(); let i = index"

[formControlName]="i">

    </div>

</div>

1. **Creating Custom Validators:**

Validator is a method which checks the supplied formControl object and if not satisfied with condition, it should return JavaScript object like this {'nameIsForbidden': true} or must return null if satisfied with the condition.

**Defining custom validator in FormControl:**

'username': new FormControl(null, [Validators.required, this.forbiddenNames.bind(this)]),

**Defining custom validator:**

forbiddenUsernames = ['Chris', 'Anna'];

  forbiddenNames(control: FormControl) : {[s: string]: boolean}{

    if(this.forbiddenUsernames.indexOf(control.value) !== -1){

      return {'nameIsForbidden': true};

    }

    return null;

  }

**Defining error messages for this validator:**

We use errors['nameIsForbidden']"> to access the validator is fired or not for particular field.

<span class="help-desk" \*ngIf="!signupForm.get('userData.username').valid &&

signupForm.get('userData.username').touched">

<span \*ngIf="!signupForm.get('userData.username').errors['nameIsForbidden']">

      This username is forbidden!

</span>

  <span \*ngIf="!signupForm.get('userData.username').errors['required']">

      Username is required!

  </span>

</span>

1. **Creating Async Custom Validators:**

* We declare this validator in formControl in 3rd argument. Also, since its async, We will have to return a promise or observable here.
* While it waits checking the validation, our input updates with ng-pending style class. Like in below example for 2 seconds.

**Defining custom validator in FormControl:**

'email': new FormControl(null, [Validators.required, Validators.email], this.forbiddenEmails.bind(this)),

**Defining async custom validator:**

  forbiddenEmails(control: FormControl) : Promise<any> | Observable<any> {

    const promise = new Promise<any>((resolve, reject) => {

      setTimeout(() => {

        if(control.value === 'test@test.com'){

          resolve({'emailIsForbidden': true});

        } else{

          resolve(null);

        }

      }, 2000);

    });

    return promise;

  }

1. **Status Changes & Value Changes:**

These are two useful observables, Status Changes will be fired each time status changes & Value changes will be fired when value changed.

    this.signupForm.valueChanges.subscribe(value => {

      console.log(value);

    })

    this.signupForm.statusChanges.subscribe(value => {

      console.log(value);

    })

1. **Setting & Patch Values:**

**Setting:**

    this.signupForm.setValue({

      'userData': {

        'username': 'Max',

        'email': 'max@max.com'

      },

      'gender': 'male',

      'hobbies': []

    });

**Patching:**

    this.signupForm.patchValue({

      'userData': {

        'username': 'Anna',

        'email': 'anna@anna.com'

      }

    });

1. **Reset Form:**

  onSubmit() {

    console.log(this.signupForm);

    this.signupForm.reset();

  }

1. **PIPES**

**Definition:** Pipe are used to transform the data in the template, and we don’t change the data directly but we change the output displayed in the template.

* Pipes can be used within Angular templates using the pipe symbol | followed by the pipe name and optional parameters are followed by : each parameter. Pipes can be chained together to perform multiple transformations.
* Pipes can chained but order of the pipe is important, angular parses pipes left to right.

**Syntax:** Data | <pipe\_name>:<optional\_parameter>:<optional\_parameter >  
**Examples:** {{ user.name | uppercase }}   
 {{ birthday | date:'longDate' }}  
 {{ birthday | date:'longDate' | uppercase }}

**Built-in Pipes:** Angular provides build-in pipes to use.

<https://angular.io/guide/pipes> & <https://angular.io/api?query=pipe>

**Create Pipe:**

@Pipe({ name: 'shorten' })

export class ShortenPipe implements PipeTransform {

  transform(value: any, limit: number) {

    if(value.length > limit) {

      return value.substring(0, limit) + ' ...';

    }

    return value;

  }

}

**Create Filter Pipe:**

@Pipe({ name: 'filter' })

export class FilterPipe implements PipeTransform {

  transform(value: any, filterString: string, propName: string): any {

    if(value.length === 0 || filterString == '') {

      return value;

    }

    const resultArray = [];

    for(const item of value){

      if(item[propane].toUpperCase() === filterString.toUpperCase()){

        resultArray.push(item);

      }

    }

    return resultArray;

  }

}

<input type="text" class="form-control" [(ngModel)]="filteredStatus" placeholder="Filter">

<app-recipe-item \*ngFor="let recipeEl of recipes | filter:filteredStatus:'name';

[recipe] = recipeEl>

</app-recipe-item>

**Pure & Impure Pipes:**

* In the above created filter, when it’s the filter input have some text, If we try to add one more item to list, It will not show immediately but it will show when the input is cleared.
* Its angular default behavior, reason is angular will not rerun the pipe each time the data in the list changed. To make it check each time might cause performance issues.
* Now, to make it check each time data changes, we need to change some syntax like below.

@Pipe({

  name: 'filter',

  pure: false

})

**Async Pipe:** Async Pipe in Angular is a built-in pipe that allows you to work with asynchronous data directly within your templates. It subscribes to an Observable or a Promise and automatically handles the subscription, as well as the handling of emitted values or resolved promises.

**TS code:**

  appStatus = new Promise((resolve, reject) => {

    setTimeout(() => {

      resolve('stable');

    }, 2000);

  });

**Template code:**

<h3>App Status is {{ appStatus | async }}</h3>

1. **HTTP CLIENT**

**Usage:** HTTP requests are used to interact with backend servers and external APIs to fetch, send, and manipulate data. Import it from import { HttpClientModule } from '@angular/common/http';

1. **HTTP Headers:** HTTP headers are additional pieces of information sent along with an HTTP request or response. They provide metadata about the request or response, such as the content type, content length, caching directives, authentication tokens, and more. HTTP headers consist of a name-value pair separated by a colon (:). Examples of common HTTP headers include Content-Type, Accept, Authorization, User-Agent, and Cache-Control.
2. **URL (Uniform Resource Locator):** A URL is a standardized address used to locate resources on the internet. It consists of several components:
   1. **Scheme:** Specifies the protocol used to access the resource (e.g., http://, https://, ftp://).
   2. **Host:** Specifies the domain name or IP address of the server where the resource is located.
   3. **Port:** Optionally specifies the port number on the server to which the client should connect.
   4. **Path:** Specifies the location of the resource on the server's file system or within the application.
   5. **Query Parameters:** Optionally provides additional parameters to the resource, typically used for filtering or customizing the request.
   6. **Fragment Identifier:** Optionally specifies a specific section within the resource

![A diagram of a website

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvcAAADoCAYAAABrYMvcAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAENwSURBVHhe7d0NdB1lnT/wX1qwhQKuvOhNq2LUs8gqR5rQLskexQ26RauxJKx1G45yrDSt3f2zYva42GAo3ogeoixK7QsU17Mm4m5vLLHlwC5mwV0TaUmqpxVEVyO4ae7yKi0UldL7f37PPM/MM3Nn7p17c99m7vfDuTQzc1+emXlm5ve8zDMNGYEAAAAAACDy5ql/AQAAAAAg4hDcAwAAAADEBIJ7AAAAAICYQHAPAAAAABATCO4BAAAAAGICwT0AAAAAQEwguAcAAAAAiAkE9wAAAAAAMYHgHgAAAAAgJhDcAwAAAADEBIJ7AAAAAICYQHAPAAAAABATCO4BAAAAAGICwT0AAABAoQ4MUEP/MKXVZLYJGuhpoIEDarIU+Dd3TKgJAH8I7gEAAABKrpU2bc/QpqVqsgQm9vdRclmrmgLwh+AeAAAAqmpiRwM19Fivrr0TNNzv1HjLZWZtdXqYunq6aNiuMk/L9+vPu2rT+b1ielh//9c2ez4rcG14zwD514dbte/2d+t08Ge29Ynv76ZG9VlO58BeThu/l3/DrLnnv8W8vfxb+vs8vynToZbpNLtq6SdobDJJ7SUsLEA8IbgHAACAqknv7aI2EbSOb89QRrx6Z9qoO7iviwcH9o2UWj4rP8uv8SUi4HYVBroptUQt/3891JUYodSk8wNcG97ZsZay68P5u9toqkN/9ywNibR17RWfXbqJMuuTRIkhmt2+yf5s3+g09cr3pmhNQs20jVD3vibxfvVdiT5q0+nkQogoLCTXW+uQWTVN3ZPWItuBMeprafdJJ4AbgnsAAACokjSN7RtxBdetHUPUqf7O68BO6qYh2rLSiaRb141TcnLQqJ3vpK4WvTxB7cs7aWTfmKrd59pwc3kuCVqzOUMp47ey5Am+k6vWiG9hVjpoZlqmIz2ZopGWcacLz9K1IvhXfyvpw1PUuaRJTQEEQ3APAAAAVTJN0yK6bV5sRLKJduoKE2sLHPBaXWN0Vxd+tVGfWu4n0dJFnWnxuzwh/p1KdFG77++JYH5VkkZGG+2uMnZ5ocSmZ0QBxxW4J6hpifpT4kIQhSyEQL1DcA8AAADRJbvGqO4s9suvW4wiCw99NHZAhMyTKaLl7ao23Qd3v+Hv2zwkCgSqEOHqB18h6TFKUVAhBMANwT0AAABUSRM1iYB16rBZJ27V5oeRWNwsa99lLXxoVpeYvv3D4WvDE2soxUE+97OfHHPfCFsCTUs6aWTGXIs0Tc+oP4W8hRAAA4J7gFLJO+bxHGSNDlEefGNb+HUowxjOIRWWTgCoXbrry047YJ7Y4e5Ww4GvGVBPjHbTiPrb6ptu3JjKco5+Y5Fdcya7qTtnbbg1Co+8gVbhm2/z9asvhpWeNud8yvcSGCc47rbj6roEkAOC+5pSeLCUNURYpVQo2ATwk1iZosxmfWMaAETa0k002zFFbbK/fAO1UVL850is3GIF8Gr52LJxYznf5Mo30LZZ/eL5tY1o3BjBxpfq19+ZszZcfPeGISLd51682maGaHad+ual7ZSUXXVKcC3kloH1SerbptZhdxMNtYj0yX74GAITCpSBGjKeSa6jTHJKTYYwvp0ytH1cTUHVTCUzJPad9UqKPam45ndmhmbVfIH3Xeee8czQ5/2Xu8wOZTpdy2eNz4nX54fEHGd+5x73F1m/pedZ+cz+rJF/Zvd0Gt+VTS63P5fMyq+u5eZ2kL8p0j/F66GWy98x0+JZf9e245fzfa50ym2TzAyZv51jHQCg1hV+LSwcnytznHNrgPu8DRAeau7LQdZqq9K3eLma9PI+jEPY736QhatCwPXdAzSmZtvMh2B4vld2ZRC/bT4shFsJ5Hz9may0Oe91fZ8r3SEezhF3fmMey4ecTNHQZnWD1/pm6u5375OR0TaaXhW83F+ucZ29w7wxc6g33ldtRHosZXPc5jw4nzSONttjUY9Tn6vp3Lvcqokz88EIde8m2iKXj6sar0FqUttnvEUsH1Xv9m47fr/4NVfTu0sfdc/0Ou8V370xxDpBmXi6qFWthREgSI3doJrV1VBcYwdDD9EJ4IbgvuRE8NTfTc128DROzaONBXW16ZvkJkXr8zJo0wc8B9Tmd6+33msLEUzSZBuNLbOWz3Z0yibARh0U8WgAemxg72/JB26I4GtrUD/nHA/nqEsiAN/ND0bZ4ozYIAoArgCWZY1r7H64iq884zpbw7ylaEx/DT/4RA31lt47SH3mb9rNzk5/V38+Y1Hzb6q/Od/vHB2h5HqnKVw3pQ8aQbYzxnMrtbeIf1p67e3Tukx8mxrz2RqhwhztQr0/UCcNddgpk+9135wGAGCRhc1+EdpvqJ2uffJ8Kc7s9pCenL7NOUb8AcgBwX3ZtdImEfA6wVR+ZoAkH+ahAjX5kIvEEK21g0EOFtXfYYNJ4/MyCDSDItkHcYSmZ/lva2QAMwiUD9zIIejhHPXJZ+xmQd4YZvAb1zhfUJp3XGe1H3UhQT59UfUr5ZuyuIDnfE68RCHOvjktkN/6WKNcSDxWtMhLTY1qWvKO05wt7wNZjNajNu/TGqGMVGvcAaP1ztuK6Gol5JdqpZGVDCI3yjxqttyMyXuK9PurcSM2REXh181CtK7jSqhaC5z53gFdmVaL6YMoQXBfcq20VtWIy4tYwbXXngAp0UTNIvTigFsGZiIYcoVXdrAYLpjM1uwEaL6sm3x5XRpH84eAUCE5x3U2u+b4PH2xZdzzOX7lufms0nRQb7QeOQVZqIwR6t6mH6XvaUXM1W3Kr4sam5yyu2BZrYZ11nUPAKBCENyXgRzJgy94cjxcq5Y0TJ/m2qKD+jaa6rD6dvMFGcLyG7tZFdAMfuMa56vNDjOus901Z6/TJYfJwl5RLSp5xqI2CqEO9zjNhdCPYud8V67aO8gvqBWx8G5TgtEFy2o1nAo9ljkAAISH4L6c5AXQCordNzjm4gmQjO4OfoGZEyyGCyZDk/20rdrhlNG3G8LSYzdvdO55ODBAbZNm33BB3+PA5LjGSerNt73DjOusuuZ0j/a5WnsSK3uzbjbNupHLl16foLGodYuVk4b03o3h1ieIkdc5jeiWU2nBrYg2dJsCCMbn5bznVoDSQ3BfclaNt9OfVN2IqPo8ywA96GEcSt9ufTJI0/BWsVzVeOnAbKf+bhksqr/DBpOFMGuHxXehW04e3jGPZfcEvqnZCn6sbgyefpQtzTTtWh6mewz3zeQbaHON6+zcI5FcZn5jK23a7B63uXFfF82GGTNerI85FvXgkiHPWNQp13Jr5Jziuvt4by7jm75ly1EZngwJRUC3KQCA2qWGxIRS8o7P7RqH3j0+eXJKjf8th7JVf+8xPu8dr1uO6e0sG/KOc59jXPWsMczV+ODGKOcybXpsYTmGvvFbs/K71Xe6xl3PHpM433jpoLYvnlEANclnnHHjmJfHtyfvuvIznyuM4z8rr7vOHwBB1DUx6/kYBvOaKF9GvuJl4v3yOsnLZB70PCNEvNzPAPH7Pet4sN7vzbfmMvEyjwF7ftCzT9zHGB8nyT36t3F8QPEQ3ANUCYJ7qF0qYAkI0L2FdznN7zcDm4DPSgjuIRQdODvBscxLOm+pwN4JkFXg7lnuBO9quZEXrbyr86I33+vfd/KqOy9by72/b/+e5ziwAnsj0PccB/K7XRVuAMVBtxwAAPCVXDJtd40yH7uft9tUKR/LD3Uv8MbuUEM2m6OFqeEmVT5m1s3dbmGfx1HYc0Os4arNdeH0b+kgz7NP2ovqyghgQnAPUCVyrGXjIgNQc5ZZgwLIl+u+DBUk6WUiH1ujhOnAxRqnXI+ok5XXZVCGcbwhjBA3dqt73ax7fcLdG2Y/qT3Ecz6CRjAr7Lkh1uhi9jDZ6oV72aAcENwDAABABBU+ZLMO6mVLlCy0DmXV3BekwOeGJO2nvhsvVPJAiSG4BwAAgBoVPDx04UM2Ww/1kw9fCzNCWB6FPTfEf7hqgHJAcB8TR48epSuuuEL+CwAwN+V9/D9AIZzhoUV4zsNHG33gCx+y2SwsTNBAiG45QQp7bojPcNXcD78/ig+5hFqH4D4mvvjFL9Lo6Kj8FwAAIC6CbuzmZ2+Mt/TZz9Zo2N1Es/xkeH3DbRZRaBXLnX7vg9TEzwwR4X1qspgAO89zQ3yefTLLN9DqZ5v0NFJq+SweFAkl18BD5qi/IaK4tv6cc86hP/zhD7RgwQJ66qmn6PTTT1dLAQAAooj71LcRrUcrEkAhUHMfA1xbr8to/C9q78FPT08PTU1NqSmA0rrqqqvojjvuUFMAAFAtqLmPOLPWXkPtPXjdd9999OEPf5ja29vpnnvuUXMBSuPnP/85XXDBBdTU1ES/+MUv1FyAuULNPUAxUHMfcWatvYbae/C6+eabZQHwRz/6Ef3gBz9QcwFKY/PmzXT8+HF68skn6a677lJzAeYKN3YDFAM19xHGtfZnnXUWzZ8/n0499VR69tln5fSxY8fkhfaZZ55B7T3Qvn37ZI39iy++KKebm5tpcnJS/g0wV4888ghdeOGF9PLLL8vpt73tbfToo4/KvwEAoPJQcx9hO3bskIH9l770JRnIs6effppuuukmOZ+XA3z5y1+2A3v2y1/+klKplJoCmBuutdeBPZudnaV//dd/VVMA0TE2NkYf+tCH1BRAdKHmPkYaGhqyuuhAfeNA/h3veAf98Y9/VHMsf/qnf0qPPfaYmgIozqFDh6ilpSUrf51//vmyRh8gSjiw526L3/jGN+QN4gBRhZp7gBj76le/SidOnKBFixbRmWeeSYsXL6YzzjiDnnjiCYxsAnPW398vA/uFCxfKLoGve93rZP56/PHHadeuXepdALXv4YcfljX3L730Et14441qLkA0IbgHiCnuovUv//IvtGzZMrr33nupo6ODBgYGZJccrs0fHh5W7wQo3MGDB+n++++nVatW0Y9//GN63/veR//0T/9EO3fulAXJwcFB9U6A2sfnRr5fjaXTaVR+QKShW06MoFsOeD3wwAP0nve8R/69YcMGeuc730nr16+X0wBzxQE+D4HJPvrRj9Lll19Oq1evltMAUfGTn/yEWltb6fe//72aQ9TY2EiHDx9WUwDRgpp7gBjTgT3j5x+Yz0MAmCsd2DOuWOAKBoCoSSaTdmB/8skny3+ff/552rZtm/wbIGoQ3APUCe4XbdZMAQDUu5/97Gd0991306tf/Wr5ELZXvepV9JrXvEbeq/S5z31OvQsgWhDcA9QJrrlHcA/lgpp7iKJvfvOb8ibw2267jR588EF5vwg/M4aHmOaba/HQP4giBPcAdYJr7tEtB8oFwT1EEd/4zc+JufLKK2nevHmyxp5dc801Mri/9NJL5TRAlCC4B6gTqLmHckJwD1FnBvcAUYbgHqBOoOYeACAYgnuICwT3AHUCN9RCOaHmHqIOwT3EBYJ7gDqBoTChnBDcQ9QhuIe4QHAPUCdQcw/lhOAeog7BPcQFgnuAOoGaeygnBPcQdQjuIS4Q3APUCdTcAwAEQ3APcYHgHqBOoOYeygk19xB1HNy/8soragoguhDcA9QJ1NxDOSG4h6ibP38+au4hFhDcA9QJBPdQTkePHqX9+/erKYDoQbcciAsE9wB1At1yoJxOP/10WrZsmZoCiB4E9xAXCO4B6gRq7gEAgiG4h7hAcA9QJ1BzDwAQjIP7d7/73WoKILoQ3APUCdTcAwDk9sADD6i/AKILwT1AnUDNPQAAQPwhuAeoE1xzf/HFF6spAAAAiCME9wB1BE3OAAAA8YbgHgAAAAAgJhDcAwAAAADEBIJ7AAAAAICYQHAPAAAAABATCO4BAAAAAGICwT0AAAAAQEwguAcAAAAAiAkE9wAAAAAAMYHgHgAAAAAgJhDcAwAAAADEBIJ7AAAAAICYqGpwf+TIEfra175G73//+ymRSNC8efOooaEhMi9OL6eb08/rwesDAAAAAFAtVQvuv/KVr9CSJUtocnKSenp6aGpqil555RXKZDKReXF6Od2cfl4PXh9eLwCINj6+d+7cSZdffjm94Q1voJNOOsm3gI+X8/r+979PHR0dvsvwcl6nn346XXTRRdTb20v79+9XOQ4AoHQaxEUso/6umI9+9KP0u9/9jgYHB+kd73iHmht9hw4dkifsP/mTP6G77rpLzc3v0UcfpSeffFIGFHPxl3/5l/Sf//mfaqo4fPF57WtfS+eff76aA3HC+7cKh7x0xx130Le//W16+OGH6cUXX1Rzy2/RokUymLryyivpk5/8pJob7Pbbb6f+/n5qbW2lK664gtra2uj1r389zZ8/X70DoHjcwvuzn/2M/v3f/52++c1v0sUXX0w333yzLESG8cILL6i//J122mnqLyhGNc+RAKVS8eCeA3s++fCFPq44gOATcK4A/+mnn6YvfelLMth59atfTY2NjfKkMhdcYOKCxVxwdpidnaXnn39eBkP/+I//SGeffbZamt/hw4fpW9/6Ft1333108OBBevbZZ9WS+nPmmWfSBRdcQCtWrKCPf/zjtHjxYrWkeqpx4eJgZvXq1fJ3//Zv/5YuueQSWXtZKUePHqUHH3yQbrvtNrn+3/3ud+mMM85QS93Wr19PP/3pT2ULHAf1AOV24403yrz5ne98hy699FI1N1sqlaINGzbQiRMn1Bx/3F1069at1NXVpeZAIRDclw/3dqhHVakYEpm4YgYHBzMi0FFT8cbryevr5/vf/37mnHPOyXz605/O/OIXv1Bzawuni9PH6eT0hnH99ddnxIkxIy5AmXvvvTfz1FNPqSX1ideftwNvD94uvH2qrcKHvHTZZZdlPvvZz6qp6uJ0cHr89PT0ZK644go1BVA5u3btyixcuDDz0EMPqTnZ+Fz8wx/+UE0F4/fwe3P5+c9/nunr68tcfPHFGVHQlecFvPDye3H+4HzC+YXzTSH279+fufbaazMXXnhhZsGCBZmTTjqpLl+87rwNeFvwNqmEil3pn3/++cxpp52WOXjwoJoTb7yevL683qb/+I//yJx88smZvXv3qjm1jdPJ6eV0B3nxxRdlYeYjH/lI5vHHH1dzwcTbhbcPbyfeXtXCJ+tKuv3222uuQM/p4XSZduzYIS9gANVy5513ygDAz9GjRzNnnXWWmsov13uvueYaGbD19vZmHnjggcxzzz2nlgBk4/zB+YTzC+cbzj/5PPPMM5mrrroq84Y3vCHT398vC63Hjh1TS+sPrztvA94WvE142/A2KqeKXelvvfXWzMc+9jE1VR94fXm9Teedd17m3/7t39RUNHB6Od1BOFjiAx/y4+1UzWC30sH9JZdcErrlp1I4PZwu7cSJE5nGxsbMj370IzUHoDpWr16dufnmm9WUoxTB/czMjCzAXn311QjooSicbzj/cD7i/OTn0KFDMl5ATBCMtw1vI95W5VKxKz03hX/ve99TU/WB19fsAnDbbbdl/vqv/1pNRQunm9PvxV1NuEYawuPtla+Lzm9+8xvZDHrRRRdlTj31VFczaa28OF2cPk4np9fPokWLMkeOHFFTtYHTw+nS7rjjjkxnZ6eaAqieH//4x5m3vvWtaspRiuCeA7IvfOELagqgeJyP/Fo6uTaag9avf/3rag4E4W3E26pcNfgVGwrzwIEDtHz5cjVVH3h9eb21kZER+tjHPqamooXTzek38c2zyWRSjvQA4fH24u3G28/PTTfdRG95y1vo2LFjdMstt9D//d//cSG85l6cLk4fp5PTy+n24lFxKnnzbBicHnO0nj179shRcQCq7c///M9p4cKFckSpUvr7v/97eXO/KIirOQDF43zE+Ynzlekzn/kMfehDH5IDJ0BuvI14W/E2K4eKjZbDd/DzndJ8J3q94E3Ld0nr0Q1e85rX0K9+9Ss5ikrU8Kg3HMA999xzao4VhP72t7+lb3zjG2oOhPWpT31KDn133XXXqTkWHq3l17/+NW3bto3e/OY3q7m1j9PMaec0c9q1Wh15wkwX74f//u//pnPPPVdOA1TT2rVr5fCYV199tZpDcvS1N73pTXKUtTB4hDP93scee0xWND3++ONzHk0NQOPR+ficuW/fPjrvvPNkgbSzs5OeeOIJ9Q4I441vfKOsOOXhmkupYjX3fCGtp8CeeQMbPhiiGNgzTjen38TDXX74wx9WU1AI3m68/UxcWOIgmce/jlJgzzi9nG5Ov18Nfi3joV95HHuAWsAPQ0yn02pq7ni45XXr1iGwh5Li/MT5ivMX46FcP/GJT8i/ITzeZrztSq1qT6iF6ONx7FtaWtQUFIK3G28/jWvVrr/+eletdxRx+nk9eH2iglsU8YAqqBWcF0s5Hvj9999PH/zgB9UUQOlwvuL8xcbGxugDH/iA/BvC423G267UENxD0birTiEPuAIHbzfzAV/8ULdrrrkmcjX2Xpx+Xo84P6QOIEoeeeQReuc736mmAEqH8xXnL8ZP2ud++FAY3ma87UoNwT1ADbj33nvp8ssvV1PRxuvB6wMA1cdPiEaXHCgHzlecv7iliV+nnHKKWgJh8TYrZUudhuAeoAZw7ceFF16opqKN10PX5gAAAEBlIbgHqAE8nORpp52mpqKN14PXBwAAACoPwT0AAAAAQEwguAcAAAAAiAkE9wAAAAAAMYHgHgAAAAAgJhDcAwAAAADEBIJ7AAAAAICYQHAPAAAAABATCO4BAAAAAGICwT0AAAAAQEwguAcAAAAAiAkE9wAAAAAAMYHgHgAAAAAgJqoY3KdpuL+BGnrEa8eEmpdbem8XNfQPi0+6Bc2vqPQwdXnXRcxjYdcPat/EDpVnq53fKmqCBnidxatrb/nWWh7H8ncGxC8Gy/k+fRzar9zf5WXt3y4aFqtZ0L4+MKB+z/ps+al9UvJ8aH3vwAE1yeaybiXYLuY+ibQS5REn/zuvOR2XxjHj2u+lVsj6zyFNftvH/XKfE7LfH5A+77klx7GX9Z2B7y0kDio8Zqoqvb91Wr3TQSqVH2MuMjX3fIJvHB1RU46g+ZWWnkwRp6JzSZM1Q+B5zJwHAD7EiT/UcZzrfXxR6O+Wx6Gjj9pCB/gTNDbJ/zZTU0LOqF0HxsSaCeLcUrKkyotqm/W9NSNC+6QCgq53I6ONdVbhUBr+23OEukUQnVXA9Z5b0t3U6LPNfb+T31tgRUPUpQ9PyX91/DOx3zqzIB6qDHTLKZHpGT6YO6mrxbkCWfPINQ8AvCZoYFuYkDL3+yZG9cU3SePbM5TZPCSOSNZHg2FqNtPTJC9HLe3UKmfULn3hTC6rQEqXbqIMb8/tKVpT6VNZhPZJ2b3yErXJgo640nTMqn0iXuuT1kwRQO6s5ZrOCuWjxMqUs230yz4X8LZba+UlUZgdzNqeszSk0ta3WwfuaRrerc47LePu7xPbfKPr3KILo4J+7/ZxcUZifTRWRzXROv5pXswbNC2mecodI0H51E5wr5ts1MtpZrSaifVJzSoBc9PO7QHzRdnY1axjNGXJl1/pWTVxu17Z73Oa2rzNdjrjmrVLeh4F1Dg5v+lqUjW2g1lz4Px2D/VU9HMF1jYY29738+Zyo3mOazus97u3bVbzpni5m6Dd29H9fv3bnv3rahZ0f95JB78KaD7Pt94Fy86T7vV2uNMsXqFq8ALyH1/I9PGS53uC9lmWgDymTewIV1uc+33ORdW+eCfaqUsdeyMz09YfucxOZ7W+2Tz7N2hf+PKc28I2+/O2CjoOdWVCU6M1zfIfK8Y+E/t2wnj/yltWumom+7bxfJVOO/3Z6S4u7zHvedk/b/jtkzDraQn5G1nHrnh51iNou5m/W9i2CHNdcjt+/Jj1R2KItqw0LipL21XwSDR1ON/W9/xuvv0VNu8Kedc/MB+FSVP2+TD7FZQ28f1bVd42tp1ubXcHnAlqX66KAaJgKc8a6TFKqe+1C9OJNdTbYv3pPrc0za2FybO9851n/I6FrJfrehfimHDtp8LyqZkeHZtZ55JG6parwq0i5n4qID/mOU7NY9T7HYHLwuTvgrdHiG1cAbUR3E+2UYOnRo6bGUuxQfq26UylcTO9uQP5pOEXNBTQnK8PfrN2yTgh+Nc4tVK7z8lBN12xvv3619M0tk9ddluuoqsq+rkCasz4IPDtFmFsb+OkSJOD1nzxOadGaotdq8MniqAmaL+THs93v1/8tjiRZHU1EPkt6PN2YVHyaZ71E2a9CyFPYtl5Uja9+xRM3GkWZEG3yN8OiU+W+neT6+dQE2fv+yQNdei6NR9539dKm1QtXUoHPgd22sd+mBpu61jwqVni7enZv9n7wp+8qGS1Nlj5ypUHffIQXxT98j/vd1mQSXRRe5HHCq9Tm/3+Tlq5eKH6OyzrAuaf9/KdNznfes/L1vp60+rdJ+HXM+Rv8LGWdewKcp/7BBqe7Walq9Btwfvf57qUK7ARTlpwlqo1XuPqipXeO2ifK6xa0iA+20Sup8/6C6HzbqnzQo40FSO9d6P6/k4a2uBsO6eG333+0jXONlXA5M+bhemmJeo8JK6nTvKNwgHHNeb1RxQs1i6VS/yVMQ6yhD/uLAH5NGxclFcB+z7EcdraoVtTUjTmSrNR8bO83d7/4fO3FmZ7FLqNy6dmau6T660Ls9OEJTaIDDati/a4DgjFATLL71t3dcB870VcHNCb1XfbTXNiJ42q3aH7rvq+L2Rzvl+Nn31CCNa6TK3p5JjKHE5tv2SfNKZpWiWDg5RKfy4ckan1gWI3R+omTmN7C63r9D4W87cO0IBu8nTVSE3QTnURdfKG02Q6sm9MpdXk7EM7X6RHaETnDSNvBdXk+uZDu3nWT/j1DkdcKHUtk0iB7F5iro8uEAlOTbaRd+1087bNHSwUiwMsfSHn7bUp1wUrJ2fbJddvonb5l5+w73OYJ25ucs+fRr/WN4O9b8190Zb7wusqtDrdKPTnR0Y3qn0p9rk+Box9bne38NJdVcT5xkpqMceKmaYUfWq1CHSMrgvW9wQX2pyAyfhNO725z5tOvnXWdVYV2EZGd4q10bz7xKx0yN4f5mfD/obdlcv4Pv2+7CDBYm433j5FbQv7nJT/93LhfG4XdsQ65MrnZiHAySfOec4ldN4tcv2VgtJUFOfYoJbe/JUQIojUXXVCV2zpGn6FCw32OYKvP/wv5y9PocyP3zZwKt3mJvxxZzDyqb1O4luCuhfZBSa9/9VxpX/Hykv6uAm/70Mdp3ZL7QilJo08Z8R4dsVNAfnbJc/2KGobl0ltBPdigzklWqdG210iLo5ZE8y1xlt0hrADXE0EQ/2qBCbel1I7xq4FFIJK+n41fnpeTnZzqsocRm2/pDOtnTmT1M7bqdKfC8MsJHXoU2KC1qxSh6pre4sCmz74033UJ9MgPmfUquhCHW9vecHimk2fErGLcfK2CzJCcpX+3jx5y3VxNNOY46Jb0HqHYOwTDmT1N1rrwycMnffMbihGHg+b7iJxTZIOJvikGCqwt/vaugsC9okwT1AS9n0Od6E11ElVb3ffC7rY7kalgVM4zd0Nwm4VE+c3sxuFWbiVFyFjn9tdipjYbs4FxKG7EzgF7yKOFZGCXiNNhXEH2fY+UecXvlCb5003n+5TQmJlr9omRuCQa58YrW+t66x1z2zXx0v437A/K/cv17oFtZZo3u1W3LZwzkkiXS1d6koxQtOz8o9QOLB3BShZFVsmI52e6619vjCEzrtzyguFpMnJ48Evn8Ko7/k5gKt2OMT7ffm3YoSqJCsiDvK9v8D7Unk79HFnMPOpXTMegvdmWnf/e1ZYfgx3nDqtJmaFhpOXnZbO8PnbLff2KG4bl0ttBPd2DVTpeZspE4ub1V9TVu300rV2DRdv/DbVRyp8E4pfjZ8zLzenf54MEnRtfyJJSTnfOtnrA8W5yFX6c/nZnxHfwc1adn8zXautt7fmCVzcAaoigxTv9wTzvwvf3ZSaS9bnG5vUwRt80S14vYslA2Qn2Ldrb4WspvgQ6S6FoBrhUOyaE3fgnCXs+1xE4Uq2ZOja6/xdHnxb37SEOG7UnxbnOApqARI7yClgZJ3fgj/v3Zd207/Br799ocdK9jqVghWA5SyAGflWdm3SaTa6odkFpqx9YhSaBefznm4ChfyGChS8ywOF3m65tkX4c1Igo4Y5dwDtw5sf7fOFVlzedQuRF0x501QMo0XMCOx8ebp9FNfVkAN7XagWhYPNTiVA3zZ3f23f+CJrW5dQQceEVmw+1YG7023Nyk8B3xdq34c7Tu2Csl2x5QTcTmBebP7Osz2K2sblUzs31FaNDgScA5HpnZO/v5vqwuI66TvzcnOXNIdVabJz+Vpaq+b37R+2S7jmRa6ynysH56BjWYEin2yNIMVqtnO6GkAVJTrVCdQ7UkR4ds2JOO3pArVTE2PN4wtg2Pf5M4LBPK0YupCWu89yLXAqDvRFKK7Hiu8+Ua1AdpO8pPJGvgJcFg62jEChxd2FoKbpihlx1QrduhppZnAX9PLeZ+R0LzX7WmfJCuwLKJQwfe037/GRhQMu4Dg1wU5/bXcr/1yYN7AGvkLcG1QqVnr0euoKL+90ofeDFXCcervmFNMLISZiH9x7S0pOTau3b61V0yCbfowLY+7+1oLKPK6ThzEvH6ek2U3dMti1Dnx7/qSYLxPgPiFU+nP5OC0iXGOht6P5cteEmP3tJG+gaFy8uO9aQSfbImWV1O00BJfYC13vQrjyLl+AxInaLmyKC4rdBuWtDQiR7qIlhmh2c8oZKaLC/QgDqe3DF7NibkCzCrQBF4C0u0+tK2gILAAnqGmJ+lPkK/ceCv68d19m3dzn11WlCseKzbVuqmYyVzBh5Fuzr6v5smqhde2f/z5xdUewu6GpoSBD/4azH2SBKHTLUIBCt8Vc2F3djNa8sLz50c4/WnF5d07rnzdNRTC65ARey8IE9gEtofaxKbaD+9vN866IK4x7WaQwff9LLfQxUQV5930hx6lTocPXpgFdOeTqhVBk/s6nxrZx7IN7140R4kDeqGv91M52Sr5madLY+caF3e+9frVLBdUCGsP1WVShw8gokrdZsYKfkzcnivVm7gPBYPfnF6Vz4yZS/VlXrZqxH/ggyH0Ti9FPzagZKQvXDZITzo2yuZp0C1hv323hZewfM3DW/az5rnsrjcZoS67t5p/u7N82mh/N3zFujvOjC7FO38QQN50bXUb09nX6STsvpybGClL5RBj2fWb+9R2fOtc+FOQJXXyH/+m8j9qMIMW5aSp3Adi+78NTcM36fMA+d7okGdSFz//CU6ljxRgRRAfU8m9V8OBRPwKDOjPfutfVyiP63Kousq59YtTemt9vNONbhaOwv+Fwblo0bsAMZS7bYg7sdQk7cok7nU5+NM4XhtB5d07rX1iaChVckaeJ84M9eEFAYM+M49POJ+IaZo+Rr49FoxDgGkjBG6y6rjOVUvgxUQxZ6NaFbU8NuxPwcoVXcfs+1HFqX5P7qE/tI+89D+HzdyEqs43Dikxwb/c9FTvDHs9eCJrv0E1B4uVzs4xzs4PxPvFyblQybnDL4le7lLvGKZuRyZldwnQyCstuVqz05/JppbU66OITumc7mv3dzNFg+OY08yYWe4QX+wAVh6gIaOX3leCEn4/9W0Y/OfMmmmxh1zusBK3Z4IzWlNUVxbj5yLXd7Lyr0y0C35yjMxgFWL/fyctZb9eJrGpajRuJ1bnAuKk0337gbZYzz/vs27w1cMZ9JWYfTDtv2P16zb7kzr7g/N6ZMI5Vweqm5LnwlOpYMQtI8nuCL0aJlVuc1k39myFvRnRuRHOvq6S3qV+LaMCx5vyuc7NrqN8Q32ef8+zvc477sOayLSrJudaZ+TFgfUPn3bmtf/g0mS3rQS93K6ldsx5UaPcUgO202y9dcDKOT51P9PqZN2S6hnk28qfPsci/VYoAP/wNtWGPibnTXSl1QJ19M62lkH1f2HHqjmX4vJAVixWQvwtRqW0cRmSCezMjSKo5JWi+xqVx88ZN3tHOiCPMOmm432Phz+ZuRvGrXfKbl5vTtUOcCo0aOedmOv9SZKU/l4880XibIMUUd1fRNSLuYdN0k7Jx0bZL0tnNmbLkbwdwpR8Jhr/f3Y/PnfYgYda7IHK0Jvc9IBLXhLgC9oC8y11nQjTXc62497PJ9eH7ajvHXsghY8uNuypk7YfwXVUCW9pkVySfvBiiG4dsecga/cEnb2Sl3XrPluVqUvLpby+V6lgxjkMp1w3ZIuAR6cs+b3rPrz5k/s7OZ+Y2DWr99D/WBG+eD/EbrHWd5z3ye5xCs9+IGdnmsC0qis8X3m3ClQA+21MInXfntP6FpSm8XDdNWpz7eULwO7fI84K70sB/mwmqFlvf28f5sKhrw1yEPCbmxnvzrL63zq+yM/y+L/Q4NUfLc3fJcYTP3wWoyDYOpyEjqL/LqqGhgSr0UyJ/Of3oApvaKsRc74pugzLwpj/q62Phpn6rFoAPwEr2iYtT3vDS61Or6xWVbc9dAa3WFA6UiuhfDZGzefNmmR9vuOEGNYfohRdeoDe96U309NNPqzm5nX322fZ743ZugdrC+ev48eO0cOFCevnll9XcKuOuMKrGvNoxYBgnn3xyybcdRssBAKgqoy+5qw+1MRZ0QO0TAACYjHutfFsM6gOCewCAqjL7iBp9Nc17BkI/KRoAoB6pEZqM82bueybjDcE9AECVcf9P33Gb59oHFACgHrWMV7Sbba2JZ5/7GhKVvr1heNNfr/u0VOKUN7z0+tTqesV520O0oc89RAnnr5rrcx8x6HMPAAAAAACBENwDAAAAAMQEgnsAAAAAgJhAcA8AAAAAEBMI7gEAAAAAYgLBPQAAAABATCC4BwAAAACICQT3AAAAAAAxUbHgvh4fpMHry+sNAAAAAFAJFQvuX/va19Ls7Kyaqg+8vrzeAFC75s+fT6+88oqaAqguzoucJwGigvMrv1566SU1B8LibVaO471iwf3SpUtp3759aqo+8PryemtRbr3wa4U488wzQz8OHdx4u/H2g+prbGyk//3f/1VTANU1MzNDiURCTc3dGWecQb/73e/UFEDpcL7i/MXOP/98OnjwoPwbwuNtxtuu1CoW3L///e+n733ve2qqPvD68nprfMKOahDB6fZecC644AKanJxUU1AI3m68/bRTTz2VXnjhBTUVbbwevD5RcdFFF9H4+LiaAqgub6XQXP3Zn/0Z/fSnP1VTAKXD+YrzF2tvb6d77rlH/g3h8TbjbVdqFQvur7rqKhoZGaFDhw6pOfHG68nry+ut/cVf/AX94Ac/UFPRwunm9JtWrFhBd999t5qCQvB24+2n8QnyJz/5iZqKNl4PfcJftGgRHT16VP5dKzg9nC7tgx/8IO3atUtNAVTPQw89RL///e9lgbNU3vve99KePXvUFEDpcL7i/MX+5m/+hu688075N4TH24y3XalVLLjnppsbbriBent71Zx44/Xk9dVNVox34I4dO9RUtHC6vRnw4x//OG3bto2eeOIJNQfC4O3F2423n3bZZZfFpmWL14PXh3GQ8uCDD8q/awWnxwyePvGJT9DExARq76HqbrnlFurp6VFTpXHllVfK8ze65kApcX7ifMX5i/E59dJLL6V/+Id/kNOQH28r3malLMzbMhW2evXqzNq1a9VUPPH68Xr6+cAHPpBJJpNqKho4vZxuP9dff33mIx/5iJqCMHh78XYz/eY3v8nMnz8/86tf/UrNiSZOP68Hrw+7/fbbMytWrJB/1wpOD6fLJC5SmYsvvlhNAVTenXfembnwwgvVlNvRo0czZ511lprKz/vea665JnP11VerKYC54/zE+cr0zDPPZM4777zM17/+dTUHgvA24m3F26wcKh7cMw58+QJ78OBBNSceeH14vYICe/bb3/5W7tCoBPicTk4vpzsIr3Nvb6+aglx4OwUFu1/84hcz73vf+9RUNHH6eT1Ml112Weazn/2smqouTgenx09PT0/miiuuUFMAlbNr167MwoULMw899JCa4zbX4J5x4fULX/iCmgIoHuejoMqQQ4cOyZgBMUEw3ja8jXhblUvFuuWY7rrrLhJBALW2tsquCbt376bDhw9HbiQZTi+nm9PP68Hrw+vF6xfk9a9/Pd1///2yC0BbWxv98z//M4nAuWbWndPB6eF0cfo4nZxeTncQvreA7/gWhRp00QnA24W3D28n3l5+rrvuOnrzm99Mf/VXf0W//vWv1dxo4PRyujn9vB6m7373u/LGK+6qw300K90Hn3+Pf5d/n9PB6fHDXaVEUCSPY3TRgUq58cYbacOGDTKPLl++XM0tvVQqRXv37qV169ahiw4UhfMN5x/OR5yf/Lz97W+X508eEe6Nb3yj7J7MN4nX8zCZvO68DXhb8DbhbcPbiLdV2Yhgrmqef/75zK233ipr0l73utdlGhoaOMKNzIvTy+nm9PN68PoUQhwcsqawsbGxZtad08Hp4XRx+grBXU348+JClbn33nszTz31lFpSn3j9eTvw9uDt4u2KE4Rrvrlry7XXXpv5r//6L1lrV4s4XZw+Tien11tj78VdYS655JLMokWLfPNeuV78e/y73q44QbiLDh8DnZ2dmeHhYdnF6Pjx42opwNzwdUJc2DPiQp8599xzZUvv448/rpb6K0XNvcZdKc444wxZe/jAAw9knnvuObUEIBvnD84nnF8433i74uSyf/9+eX3g7mYLFizInHTSSVV7zZs3z3d+JV687rwNeFvwNqmEBv6fuADGmgisItcqEFXckvGtb32L7rvvPllL/eyzz6ol9YfHsefhLlesWCFbdhYvXqyW5Ccu9nTHHXeQKBzQI488QseOHVNLagcPd8mj4nCN+Cc/+UkSgYpaUh6VPI75d3gUA65Nffjhh+UD6fCgKyiF0047jc477zx6z3veI1vzli1bppbkxg9E5NrSd73rXWqOP1Hgpq6uLnryySfVnGyPPfYYffvb35atsnx+OXLkiFoC4MaDgvB5nkfF4ZtnOe9GUb3FgQjuIbaw3+MF+xPqGQf23H3nxIkTao7V3M9OOeUU+S+bN28ebd26VQb4AGBBcB9DCArqE/Z7vGB/Arht3rxZ/tvf3y//BQB/9Xb9qMoNtQAAAAAAUHoI7gEAAAAAYgLBPQAAAABATCC4BwAAAACICQT3AAAAAAAxgeAeAAAAACAmENwDAAAAAMQEgnsAAAAAgJhAcA8AAAAAEBMI7gEAAAAAYgLBPQAAAABATCC4BwAAAACICQT3AAAAAAAxgeAeAAAAACAmENwDAAAAAMQEgnsAAAAAgJhAcA8AAAAAEBMI7gEAAAAAYgLBPQAAAABATCC4BwAAiKgTJ06ovwAALAjuAQAAImjevHkI7gEgC4J7AACACHrVq15FL7/8spoCALAguAcAAIggDu7/+Mc/qikAAAuCewAAgAhCcA8AfhDcAwAARBCCewDwg+AeAAAgghDcA4CfWAb3X/nKV+iUU06hW2+9Vc2x8DTP5+UAAABRhuAeAPw0ZAT1d2wcPXqUzjrrLDrppJPo1FNPpWeeeYbOPPNMeumll+j48eNy+vTTT1fvhrhqaGigGGbvuoX9CeCWSqXoO9/5Du3atUvNAQA/9Xb9iGXNPQfun/nMZ+iVV16RgTx79tln5TTPR2APAABRh5p7APAT2z73n/vc52RJzcTTPB8AACDqENwDgJ/YBvdcO//pT39anvwY/8vTqLUHAIA4QHAPAH5iPVqOWXuPWnsAAIgTBPcA4CfWwb2uvT/55JNRaw8QMRj1CiA3vraZwf0vf/lL9RcA1LNYB/eMa+s7OjpQaw8QMevWrZM3wV933XV09tlny3k8ChZP83xeDlBv+Fp27rnn0t13323X3KfTadqwYQO9/e1vp3vuuUe9E6B+1XvlUCyHwgRg9Tb0VRxxIP/Vr37VVTvJAc21115LN910k5oDUD9++MMf0ooVK+RxwIXdp556io4dO0bz58+nt7zlLfToo4+qdwLUr3ofEj32NfcAEF3mfTMa7p+Bevbud7+b3vve99KRI0doenqaXnjhBTpx4gQtWrSIbrjhBvUugPrGgXs9D4mO4B4Aapa+b4ZrKRn/i/tnoN7deOONtGDBAjVl4VrJ1atXqykAqOfKIQT3AFDTzBM0au0BiJYuXSoDeR3gcx9i7sIGAI56rhxCn3uILQ4Ekb3jgQMXvgGKm1PR1x6A6H/+53/obW97m+xmwDecc997AHDjvvfnnHMO/eEPf5CFYT5O6iG4R809ANQ8rq3HqFcAjre+9a3U09MjAxYcFwD+dO19vQ2JjuAeYgPjoscXn5B37dpVNydmgDD6+/vp8ssvp7/7u79TcwDAqx4rhyLeLWeCBnraiNZnaNNSNQvqVr0PfQUAAACAmnuIDQ7c63noK2Bc4O+i4bSaBAAAqDM1E9yn93ZRQ0+DenkvznzB1svEa8eEmq/sHzA+OyDebQr+rPxNMT2xw1k+cMCTFs9v5U4nVBs3u9Xr0FcAAOHlLwjL613/MOEyB+WXpuF+HVt547ioqX4lU20E9wcGqHG0mca3ZyjDr/XN1N2vdy7v8Daa6pi1lm2fpaGZNura62y1vpkmmtXLEn3UZgfkvIGtbjtBn6XJNhpbZi2f7eikvm0N1DjTa71/8xB1Tg7aO4hPdI37utRviZcrnVALuHa+Xoe+iqKgArbJXaA2jzc+vgdoWC/v30zXieO9j0bEcZn9PQBQmMTKlLgOrqGEmgYom/QYpdJJFQduolY1G4rEfe6rbiqZoXXJzLiadMm1TMxNrqNMckpNCrN7OjP0+aHMrP57u+eTs0OZTvV95nsluawzM+TMyAx9Xn8//5a5zDK+nTKdezwzoaqOHDmSWbBgAd9LIv/laahN8hgUx7B9DMlj0DmmreXO8e+eto5/9zHuf5wClJXKt5yXZf7k65a+tmRdV6zrhivfyuuc/rz7msbvTe7R39+ZueFWz2fVdSroOiR/y/5uz7GjXvL3OJ0izUP6/eI3zGuk/Hu7WC5+S3/O/ZtWOuzvlGnGsQghePI/5ytvvpf5yHWcGfM183t0XlbHipV/x13HA+d765qi5rmOK88y12+p68weM905jq0qqI2a+6VrrRp3n5q79OEpokQTNanpQkzPjMiaeafWj2v3uknMzaGZmvyqKdLTNKVqBM3va5tUy6Fm6Nr7ehv6KrISQ7RlpTroEmuot4Wobz/Xz0/QztERSq53anESK7fIc8Wg0fqWXIY6HqimCRoQ1xXSrcubm2hwW59aFsKBAWrYRk7L9eYhmtrmbtLvG52mXrk8Rf3vSorr2pjTgqVqPHv1MWTgVq+2mSG7tXm2Y4raZDebVtq0fZyS1ElDm40BKdLdlFqi1mOdz3E12U3Tq1Q61ydpZHSjnc6JHY3UTfq3ZqlpX75rLYCydJPVU0LkSD4OUiovm/l+DQ1TlzjOms2eGAkRk21V3cbSYrk47pJ6+app6vbGZyXtqSF+e59fr5GAY6vCaqTPfYLWiI3AG3CcL+xig5esP3vLuLVjXK9im3ysneX9Pp0RoXbU49BXkbWkydXs37Skk2hmmtKyQN1JTY1qgZQQy9WfALXgwBiJkMIJrlUBNZw0De/mgMS4JonPb+kg6h51wghqaXeWL20Xv9ZHY6oSLD2ZohFzeQ75u9l0UldLjuuZKIiv1cGKTMcITc/yxASNTYrr4wb93eKavkoUQgDmwszX4rhIiXjLCZYT1L5cXCsU6zgYd5bLSmP1t2bk30RLl8jtIs92qF9ItFOXKCzo/LxzlIz8LIgCyHiLp2JplZPfZVr4uiWnq6/mRstpXccBs1UiS02mKbG4Wey1aZpWywthBwlqek4STdRsn8ig1nFtPcZFB4By82tdbl0WNrAV1zZxgbIqtJxX42iuOu9WaheFh6nD1pWNW6iDWq8SK3spme6mRvm9ZbzBTxbEPa3ejU0idAIoNb7XKvs44eOgc4l5FIapCIpvT42auaHWdaOcbGZUNQiqy45ZWpI333lGsfGjT2wbjc/Km/OKuvu/ldbKZhzvDX24cQ9gTjwFcNmdjmvzfQvUabFc/QkQE3ZXAvPl1y1G4cLDyL4xcTRwjXmS2gOb/rmLAH+f6sIggxUMAgFRpIN6Z4AV7lpTPtHuqVEjfe6t5g7d5577xTevT9EauQ25y844NY82WsvES/YhzHHic4gT2+YhIuOzsg9VkXf/c5OmK514gBbA3IkC+E5dQE4P0yA378um0uwCdXrvRuoO6F8MUA1+rcuyNj+UJllzqGvhQ+MuMekUje0do75QXXJ011fuC+x06SkZWRCfkq0QttlpUTQHKBHu/paw7unwC7C5p8bIjOsoLL4iKAY9NWqmW47VHcd5uQNmXfugXnZwbs0335vVp1D108r+bNB7zf741gnR/P7c6QSAgiWSRLtVgdlVsLeOUXkToC6cyyFzc90zw10WrBpK15C3AOXibV0WBdSNZrcaFShwN1NJFmCtP+U1ZpX7xlQOSni879z5V+Xz0b6cN5RntVSr+wOCa/qLpdKjb27kddhdwE3FAGGYhWg5hLpznMk+9JNtTk+KAzupO9chlFP0e2rUXJ97AKg3TbTWaP70FphlIdwuUJuBfXbhnukCOG50h8rwtC73p6i5xewuIPKpHFlGLd9K1Gt2J1i6SRRgyejf20ip5bN586/Vrz93oC5HlyLd5168tk3R0GZ9DJW2INy6btb4rUaaXs6jnwT0aQYolLeHx+4mmhXHFXELFmdfrpwV0/b9K2L5UAt5+uGHN7eeGtWvZGrg8TDV3wAAFWUPN1ZkVzmAWlSRfM33qu1vz9k3v6p4aMJ+HsowV0sbQPnw/ZmDS/IXlOMINfcAAAARM7E/d5ecysrusjAx2h16iE6Aucrqgqbu38o5tGuMoeYeahRfLKpzwzJqkwFgLsp6DpE14hw4j9dWrb18GJfRz77W0gcxx/eqNBr97Hm0G+f+rXqD4B5qVPWCewAAAICoQrccqBmyWU3fvLJjTM11uJa7xmrmgkAXDR8Ypi69XDbPWU3F1vs9D3CRz1bQy/hlDrdoNO9xLZlYNmz+dlHPSQAAAAAoPwT3UBNkM7Yc5tAa6WSc+sR/Du9ya3hEM8Afoe7dRFvk8nH1VMZBalKjsIzLYePUu2XzMY8aYS3TYz+3BT4YrY+6Z3qd93oejAbVkt3PFwAAoN4huIcakKaxfSPU2bHWvvmqdR0H3NoE7RwdoeR6Z9QFOcSb58nFyVW6fysPQyX+aem1+9vJYeP0k1CXbhJButkXT70/kH6oErPe635YBgBA1KkWUNRbAEQegnuoAdPyyYbNi807X6wnN0rpaZoSAXZTo5qWEtS0RP0ZIO/4trLLjdXVps1+qAzMSZ5uTK4uT5K79p2HLuvaOyEf4mN93go2eL7+vqxxg/cbXayyukyZXbPEy2id4bR07R22l6MFAAAA4gDBPdQfHdTLp6HqbjtqGZTA3LoxjYwOEm3Q+8V6EAiPVSy/Tz4MaKcI2R19omBmd+da0k2NdoDPgb11U7aVllkammlzFQ5GRlN21y3cuA3lIAu0unCZVTNuPY3WXm4WTlVBecK8P8jTddAs9HqX87IBUXi1KjDU7xoVGtZLp8c6Vvq4e6NIj13Qdd2b5E47CscAtQvBPdQAq5Z+6rB51bNq8yX1+PbpWTUtpWl6Rv1ZoPRkyhpGDgFdmcyxG5O3OxUlqVc/hGRpu5iacvKGYHbXau0Yok71xML03kHqE/vZ2ccJWrNhiMgsHCS6qN1sMAIoJREcm/cKZdY3i+BZ3ytkDd3HT6O1Cp+qcOoK4PuojZ/EKZdbhVMdwHPw3jYzpJbxd4tjxXz8vtA3yg+R4uUpWkMisDcqNOT3JUQwv5ULFPy0Z+4KycMHqvOi994kmXZ3gI/CMUBtQnAPNUAEXavcNbITO7gWSWultR2d1LfNHNFmI3WnjaCvULr/vcA1UOiWU8NE4S64g5Wnu5ZREJyeGZHBjlPzKF48Prh6K0DFyft9VGH0wE7qpiHaYpzD5L1Gk4NGAC2C7Q36XiLrPEmTY/I82LpOBNXmOPqy4OthPkSKH8/vCsIT1L68U/3tJQoeu/uos2OLc2+SfPy/MTABQ+EYoCYhuIfaIC4c1gg4VhA2uGTIdaFKrEy5llu1YcU91lzejCsuq436u2Z6xXeLi5y6aEKMqBYa9wuPw4cKWbpW3vivz1tmrXr68JT4n3Mesl5mpQZrdu49Yo1NItx3t1w53X68nw3i3IfSOBpU1PW7D4qoaUlQYQAAagmCe6gZHMDrACy1cg1tEv+aTb3mcneAxk3K7vdyrVbKrNXnGjO7litBa+xhMMVrXav6bus75d/6vbK2y/2UO1ljhicv1ghPdy3j5msZiBgtNACV55xr+L6evm0cVBtdWxJGtxr7Fe6pmjqod7r9mCOM+dFBfRtNdVhdgWSlBgDEDoJ7AKiYxOJmEZVYfeKZ7Bdv/Vm0vt36JsQ0DW/lx/JbffYTK3uzbuaVAVHWiDoA5ScrBVQ/99RkWh0L05T7bhR3LT3NToviLNfmW8MHJ2X/+ZAtUQfGqE8VJlwVH7787oNSXd0AoOYhuAeAytH9dtUIIRupVwQ7allROmlo+bTq2tAo+zDP2q0qrbRpM99A2yh/S9Zy7uuiWbOfMkA5ydFmjIftpccole6krhaRA3WXHfMGWu/7RSjv9HHX/eCd54E4wTffnBuiW45ZmJA3+wYF6/o+qI1OK4N4f9ukebM8ANSqhoyg/gYAAIASkqPaGDfsc22704VQD0GpJZ17iXjYyv4UNXN3nkkVhPM9JLrwKpc7N4gn189S025RwF1ivUf+LhnvF1xp4Vr8VaJgLEfEsboC6eWdHbNW7b4cMUenjkfScboMcSsYCssAtQnBPQAAQK1RwX2XEVADAISBbjkAAAAAADGB4B4AAAAAICbQLQcAAAAAICZQcw8AAAAAEBMI7gEAAAAAYgLBPQAAAABATCC4BwAAAACICQT3AAAAAAAxgeAeAAAAACAmENwDAAAAAMQEgnsAAAAAgJhAcA8AAAAAEBMI7gEAAAAAYoHo/wMgOZULCFxsBQAAAABJRU5ErkJggg==)

constructor(private http: HttpClient) { }

getDepartments(): Department[] {

    this.http.get('http://localhost:8080/api/v1/departments').subscribe(

      (respone) => {

        console.log(respone);

      }

    );

    return this.departments;

  }

* The http request will get executed, only when we subscribe to it.
* Best practice is to create a service which calls REST API end point and returns observable. That observable is subscribed in the component.ts
* When angular gets response from http method, it only gives the **body of the response** by default, also it convert to JavaScript object from JSON.
* We can change the response by passing argument like { observe: ‘response’} in the method. This gives whole response from backend server.

**Error Handling:**In the second argument it gives error, if the service throws any error. As shown in the example below.

this.deptService.deleteDepartment(this.selectedDeptUuid).subscribe((data: any) => {

alert(‘Department has been deleted’)

}, (error: any) => {

   console.log(error);

// Do some error handling

})

**Using Subject for Error Handling:**

* Create a subject in the service class and when ever any service throws error in the second argument when subscribed to a http method, throw the error using next().
* Subscribe to the subject in the component class and show the error or do the needful.

**Catch Error (catchError, throwError):**

Catch the error using pipe at http method. Inside pipe method, catch the error using catchError and must throw appropriate error after checking the error using throwError as shown in the example below.

  deleteDepartment(deptUuid: string){

    return this.http.delete('http://localhost:8080/api/v1/departments' +deptUuid)

    .pipe(catchError((error) => {

      if(error.code === 404) {

        return throwError(() => new Error('Department not found!'));

      }

    }));

  }

**Error Panel:**

    <div class="alert alert-danger" \*ngIf="false">

      <h2> An Error Occurred!</h2>

      <p> Department not found!</p>

      <button class="btn btn-danger">Okay</button>

    </div>

**Setting headers to Http request:**

When making HTTP requests, we often need to include additional information in the request headers. HTTP headers provide metadata about the HTTP request or response, such as the content type, authentication tokens, caching directives, and more. In Angular, you can set headers to HTTP requests using the **HttpHeaders** class. We can do this two ways.

1. **Create HttpHeaders Object:** First, create an instance of the HttpHeaders class. HttpHeaders is immutable, so you need to use the set() method to append or set headers.
2. **Set Headers:** Use the set() method to set individual headers in the HttpHeaders object. You can set multiple headers by chaining multiple set() calls.
3. **Pass HttpHeaders to Request:** When making an HTTP request using Angular's HttpClient service, you can pass the HttpHeaders object as an option to the request.

**Example 1:**

  getDepartment(uuid: string): Observable<Department>{

    return <Observable<Department>> this.http.get('http://localhost:8080/api/

/departments/' + uuid,

      { headers: new HttpHeaders({'Accept': 'application/json'}) }

    );

  }

**Example 2:**

  getDepartment(uuid: string): Observable<Department>{

    const headers = new HttpHeaders()

      .set('Auth', 'token\_id').set('Content-Type', 'application/json');

    return <Observable<Department>>

this.http.get('http://localhost:8080/api/departments/' + uuid,

    { headers }

    );

  }

**Adding query parameters to Http request:**  
Very similar to header, check the examples

getDepartment(uuid: string): Observable<Department>{

return <Observable<Department>> this.http.get('http://localhost:8080/api/ departments/' + uuid,

    { headers: new HttpHeaders({'Accept': 'application/json'}),

      params: new HttpParams().set('print', 'pretty') }

    );

  }

  getDepartment(uuid: string): Observable<Department>{

    const headers = new HttpHeaders()

      .set('Authorization', 'your\_token')

      .set('Content-Type', 'application/json');

    const params = new HttpParams()

      .set('view', 'pretty');

    return <Observable<Department>> this.http.get('http://localhost:8080/api/

/departments/' + uuid,

    { headers, params }

    );

  }

**Observing Different Types of Responses:**

We may need to observe different types of responses depending on the scenario. Angular's HttpClient provides methods to handle various response types such as JSON data, full HTTP responses, and more.

* **Syntax:** options: { observe?: 'body' | 'events' | 'response' }
* We usually get body as response by default, we can change it by using these three options we have.
* **'response'** is from backend service including with status code, response header.
* Use the **observe: 'events'** option to observe events during the request progress. Subscribe to the observable returned by the request to receive different types of events such as progress, response headers, and more.

**In post method:**

return <Observable<Department>>

this.http.post('http://localhost:8080/api/v1/departments/', departmentObject

      { headers, params,

        observe: reponse

      })

**Observing Full HTTP Responses:**

Use the request() method to get the full HTTP response, which includes headers, status, and body.

Subscribe to the observable returned by the request() method to receive the full HTTP response.

this.http.request('GET', 'https://api.test.com/data', { observe: 'response' })

  .subscribe((response: HttpResponse<any>) => {

    console.log('Received full response:', response);

    console.log('Response body:', response.body);

    console.log('Response headers:', response.headers);

    console.log('Status code:', response.status);

  });

**observe: 'events' example:**

  this.http.get('https://api.example.com/data', { observe: 'events' })

    .subscribe(event => {

      if (event.type === HttpEventType.DownloadProgress) {

        console.log('Download progress event:', event);

      } else if (event.type === HttpEventType.ResponseHeader) {

        console.log('Response header event:', event);

      } else if (event.type === HttpEventType.Response) {

        console.log('Response event:', event);

        console.log('Response body:', event.body);

      }

    });

  deleteDepartment(deptUuid: string){

    return this.http.delete('http://loc:8080/api/v1/departments/' +deptUuid, {

    observe: 'events' })

    .pipe(

      tap(event => {

        if(event.type === HttpEventType.Response){

          console.log(event.body);

        }

    }));

  }

**Changing Response Type:**

We can change response type like JSON, text, blob, etc. We can specify the response type you expect when making HTTP requests. This helps Angular handle the response appropriately and can simplify your code by avoiding manual type conversions.

  this.http.get('https://api.test.com/text', { responseType: 'text' })

.subscribe(text => {

    console.log('Received text:', text);

  });

**Interceptors:**

Interceptors are services that can be registered globally or locally within an Angular application to intercept HTTP requests and responses. Interceptors implement the ***HttpInterceptor*** interface provided by Angular's @angular/common/http module. They can perform operations like adding headers, logging requests, modifying responses, and handling errors.

**Creating Interceptor service class:**

import { HttpEvent, HttpHandler, HttpInterceptor, HttpRequest } from "@angular/common/http";

import { Observable } from "rxjs";

export class AuthInterceptorService implements HttpInterceptor {

    intercept(req: HttpRequest<any>, next: HttpHandler): Observable<HttpEvent<any>> {

        const newRequest = req.clone(

            { headers: req.headers.append('Auth', 'xyz') }

        )

        return next.handle(newRequest);

    }

}

**Declare in app.module.ts**

  providers: [{

    provide: HTTP\_INTERCEPTORS,

    useClass: AuthInterceptorService,

    multi: true

  }]

**Response Interceptors:**

Response interceptors in Angular intercept and modify HTTP responses globally across your application. They provide a way to preprocess responses, apply error handling, or transform data before it reaches the application components.

export class AuthInterceptorService implements HttpInterceptor {

    intercept(req: HttpRequest<any>, next: HttpHandler): Observable<HttpEvent<any>> {

        const newRequest = req.clone(

            { headers: req.headers.append('Auth', 'xyz') }

        )

        return next.handle(newRequest).pipe(

            tap(event => {

                console.log(event);

                if(event.type === HttpEventType.Response) {

                    console.log('Response received');

                    console.log(event.body);

                }

            })

        );

    }

}

**Multiple Interceptors:**

* Adding multiple interceptors is simple, create any other interceptor just like above and add it in the app.module.ts
* But the order of the inceptors entered in array is important because that’s how they are going to execute.

**Resources**

<https://angular.io/guide/understanding-communicating-with-http>

1. **AUTHENTICATION & ROUTE PROTECTION**

!user ? false : true same as !!user

Use CatchError when subscribing to service. Maintain a common method and pass in the pipe().

Pipe(take(1))

ExhaustMap

BehaviorSubject

Localstorange store token

Sign in

Sign out

Auto sign in

Auto sign out